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Abstract

Cloud computing has been considered as an essential technology to support future
pervasive computing. It is becoming increasingly popular as it provides resources as
services to its users. One of the beneficial services that the cloud provides to its user is
storage. Indeed, outsourcing data to the untrusted domain leads to some vulnerability
problems. To protect the outsourced data from such problems the data should be stored
encrypted in the cloud. Ideally, to maintain the security of the user’s data, queries should
be performed over encrypted data. Generally, various approaches support computing over
encrypted data. A common approach that enables querying over encrypted data is the
Ordered Preserving Encryption (OPE) scheme. It allows the sort operations (such as range
query) and the comparison operation (like MIN, MAX) to be directly executed over
encrypted data.

Popa’s presented the first ideal-security OPE model called mutable Order-Preserving
Encryption (mOPE). The ideal-security guarantee for the OPE permits the cipher-texts to
leak nothing about the plain-texts besides the order. To achieve this, the mOPE model
constructs the OPE traversal tree to involve the client’s data. Moreover, to perform
operations the server needs the client’s help to search over encrypted data on the OPE tree.
The dependence of the server on the client to perform the requested operations dramatically
produces more requests and responses between the client and the server. Concurrently,

slow the system performance.

This thesis presents an enhanced OPE model improved on the mOPE model to reduce the
requests and responses between the client and the server to enhance the performance of the
search over encrypted data. The proposed enhanced model eliminates the dependence of
the server on the client by permitting the server to perform part of the search processes
without leaking any information about the original data besides the order. Moreover, to
speed up the process of the search operations it uses an indexing mechanism and developed
Range_Value to order the client’s data in the server. Based on the used indexing
mechanism information and the selected Range_Value the client’s data will be arranged

into two types of indices, one of them follows the Popa’s technique to preserve the order of



encrypted data, and the other one applies a different technique. This adds some aspect of

security.

The proposed enhanced model was implemented in two case study scenarios and tested on
various examples, using simulation programs. Also, the mOPE model was implemented in
the same case study scenarios using similar data as the enhanced OPE model. Finally, the
findings from the two models were compared to evaluate the enhanced OPE model. The
results shows that the enhanced OPE model succeeds in reducing the requests and
responses between the client and the server against the original model. The enhanced OPE
model behaves better in the small Range_Value. Moreover, the experiments on the used
sample of data show the best outcomes when the Range Value is less than halve of the
expected client’s data that will be outsourced for storage.
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CHAPTER I

INTRODUCTION

1.1General Introduction:

Cloud computing became an appealing technology in the computing era. Today’s
more and more companies outsourcing their data to the external cloud, outsourcing data to
cloud service offers lower cost by sharing hardware and elastic scaling (Sosinsky, 2010).
However, a key problem in outsourcing storage is that the sensitive data may be subject to
unauthorized access not only from an unknown attacker but also from a curious service
provider (Rahman, 2011).

Moreover, one possible approach to protect the confidentiality of outsourced data is
encryption (Dan Boneh, 2007) (Manpreet Kaur, 2013). Nevertheless, this solution requires
additional decryption operations when there is a need to perform operations on data. To
face this limitation the cloud server should be able to perform some computation over
encrypted data exactly as unencrypted one. The idea behind this is to use techniques that
support processing operations on encrypted data exactly and efficiently as unencrypted

ones and without knowing any information about it (Sergei Evdokimov, 2007).

However, one possible approach that permits querying over encrypted data is the
Order Preserving Encryption (OPE) scheme. It permits comparisons and sort operations to
be directly performed on encrypted data. Also, the OPE scheme can be integrated easily
with the existing database systems (Seungmin LEE, 2009). Moreover, (Raluca Ada Popa,
2013) presented the first ideal-security OPE model called the “mutable Order-Preserving
Encoding” or “mOPE” model (the word encoding was used instead of encryption). It was
constructed for order operations in CryptDB (POPA, 2014). The mOPE model was
function by building one OPE tree which is a Balanced Binary Search Tree (BBST) that
comprising all the client’s data in the server. Also, the server needs the client’s help to
search over the encrypted data. The server dependences on the client in the mOPE cause
more Requests and Responses between the Client and the Server (RRbCS). Sequentially,

this leads to slow system performance. To solve this problem this study presents an



enhanced OPE model from the mOPE model. It divides the client’s data into parts based
on a developed selected Range_Value (RV). Also, it uses an indexing mechanism to speed
up search operations.

1.2 Research Motivation:

Recent years show the success of cloud computing as new modern technology. Its
popularity comes from the benefits that it offers to the users. To get the benefit of the
cloud services, the users outsourced their sensitive data to the cloud server, despite the
unauthorized access from the service provider. They need to access their data anytime and
from any location. To keep track of this situation, there should be approaches to keep the
user’s data from leakage while providing flexibility to access them.

1.3 Problem Statement:

In the mOPE model, the server usually needs the client’s help to process the client’s
requests. The dependence of the server on the client to move over the OPE tree generates
more RRbCS. Moreover, the involvement of the client’s data in one OPE tree increases the
tree depth as the storage size is increasing. This leads to generate more and more RRbCS

and subsequently the system performance is a slowdown.

1.4 Research Questions:

This work can outline the problem statement in three main questions to map the
work direction, and also used as a guide for the study towards fulfilling the main goal. This

research aims to answer the following Research Questions (RQSs):

RQ1: How to reduce the RRbCS in the mOPE model?
RQ2: How to reduce the dependence of the server on the client in the mOPE model?

RQ3: What is the effect of the RV length on the RRbCS?



1.5

Research Potential Benefits:

The hypotheses of this research are formulated as follows:

1.6

= Proposes an enhanced OPE model.

= The proposed enhanced OPE model may reduce RRbCS.

= The proposed enhanced OPE model may reduce server dependence on the
client.

= The enhanced OPE model may enhance system performance.

= The enhanced OPE model may improve system security.

= The proposed methodology is expected to give promising results.

Research Objectives:

The general goal is mainly to improve the mOPE model to propose an enhanced

OPE model, that reduces the RRbCS and consequently enhances the performance of the

search over encrypted data, easily without affecting the efficiency and security of the whole

system. Also, the specific objectives are outlined as follows:

1)

2)
3)

4)

1.7

To reduce the RRbCS in the mOPE model. This objective has been achieved
through:
e Designing an enhanced OPE model architecture based on the mOPE model.
e Using a new indexing mechanism.
To reduce the server relies on the client in the mOPE model.
To apply the developed RV that can enhance the performance of search over
encrypted data.

To evaluate the proposed enhanced model compared to the mOPE model.

Research Scope:

This research introduces an enhanced OPE model that improved from the mOPE

model presented in (Raluca Ada Popa, 2013). The proposed model focuses on the number

of RRbCS to enhance the performance of search over encrypted data in cloud computing.



1.8 Research Methodology:

The proposed model uses a mixture of both the qualitative and quantitative research
methodologies to investigate the research questions through an effective literature review
and also by developing an OPE model to study the RRbCS (performance) of the enhanced
model compared to the mOPE model. The literature review forms the qualitative research
methodology, and the RRbCS in the enhanced model compared to the mOPE model forms
the quantitative part of the research methodology.

At the initial stage, a detailed literature study is made to understand the concept of
search over encrypted data and the issues concerning the OPE schemes. Then the study
analyzed the issues and challenges that have been emerging in previous works. Besides,
based on the results, it abstracted the research objectives, and then set up the enhanced OPE
model architecture. After that, a simulation program is designed to observe the behavior of
the RRbCS (by means of performance) of the developed model compared to the mOPE
model. The execution of the simulation program is to validate the research's initial
assumption that the enhanced model can reduce the RRbCS while searching over encrypted
data. This could enhance the performance of search over encrypted data. Tests are carried
out with the aid of the simulation program for the enhanced model. Having the results,
allowing analysis of the findings to be able to evaluate the developed model, and make
judgments about the study’s usefulness in practice.

In ordered to achieve the above objectives the following steps have been
accomplished as shown in:

1. Study literature review and related works on querying over encrypted data and OPE
schemes.

2. Define the problem statement.

3. Specify the research objectives.

4. Design and develop an OPE model architecture to enhance the performance of the
search over encrypted data (this step will be explained in chapter three).

5. Implement and test the enhanced model using a simulation program to measure the
performance enhancement compared to the mOPE model (this step will be
discussed in chapter four).

6. Obtain the results (this step will explore in chapter five).

4



Evaluate the developed model compared to the mOPE model (this step will view in
chapter six).

Publication of the research results.

Write the thesis.

Figure 1-1 formulates the steps of the research methodology.

Study letriture review and related
works

[ Define the problem statement

 —

Specify the research objecteves J

[ Design the developed model

The developed model Implementation
and testing

[ Obtain tile results ]

[ The developed model evaluation

Publication the research results

—

[ Write the thesis

| S S S S—

Figure 1-1: The research methodology diagram



1.9 Research Contribution:

The contributions of this dissertation can be summarized as follows:

1. Propose an enhanced OPE model for search over encrypted data.

2. Reduce the RRbCS of search processes over encrypted data.

3. Reduce the dependence of the server on the client while performing the search
processes.

4. Permit the server to perform part of the search processes.

5. Provide the IND-OCPA security for the enhanced model.

6. Enhance the performance of search over encrypted data compared to the mOPE
model.

1.10 Thesis Organization:

This dissertation is organized into seven chapters as follows:

Chapter One: Introduces the main subject of this study and provides a general
outline of the work. It presents an overview of this dissertation; cover the problem
statement of the study, the research questions, the potential benefits of the study, the
objectives of the study, the research scope, the research methodology, and the contribution

of the study. The rest of the thesis is organized as follows:

Chapter two: Presents theoretical background information for studies. Explains
the following concepts: general background, the cloud computing characteristics and
architecture, the security of cloud computing, methods for computing over encrypted data,

the OPE schemes, and the related works.

Chapter three: Introduces the enhanced model, focuses on architecture design.
Besides, this chapter describes the proposed enhanced OPE model. It addresses some
definitions, illustrates the introduced entities, and presents a framework for the enhanced
model. Also, it presents how the enhanced model preserves the order of data in the
database server and how it accesses the data. Rather it explains a case study example, the

research data and tools, and the research methods for the evaluation of the proposed model.

Chapter four: Covers the case studies that were conducted to test the enhanced

model compared to the mOPE model using simulation programs. It presents two scenarios
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for testing the enhanced model, one for the insert operations and the other for the search

operations. Also, it presents the conducted case studies for the mOPE model.

Chapter five: States the results obtained from the conducted experiments and
discusses them compared to the OPE model.

Chapter six: For model evaluation, it evaluates the proposed enhanced model
security and performance compared to the mOPE model.

Chapter seven: Presents the conclusion of the study. Also, it mentioned the open
issues for new researchers in the same field.

References: Illustrates all the referenced studies that are used in this research.

Appendices: Displays the simulation programs that implement and test the
enhanced OPE model and the mOPE model in the insert and search scenarios. Also, it
presents the list of publications.



CHAPTER I

BACKGROUND AND RELATED WORKS

2.1 Introduction:

This chapter introduces a background about outsourcing database to the cloud
server. It covers cloud computing concepts and architecture. Also, it reviews the security
of cloud computing and the methods for computing over encrypted data. Accurately, it
focuses on the approaches for computing over encrypted data, especially the Order
Preserving Encryption (OPE) schemes. Concretely, this chapter reviews the concept of the
OPE schemes and the related works in this area.

2.2 Background:

In cloud computing, resources are provided as a service over the Internet to
customers who use them when needed (Safiriyu Eludiora, 2011). One of the most
attractive cloud services is the database. In which the cloud database is provided as a
service. It is called Database as a Service (DBaaS) (Divyakant Agrawal, 2009) (Shehri,
2013). It allows users to store their data at remote storage and access them anytime and
from any location (V. Spoorthy, 2014). To get the benefit of this cloud service, more and
more organizations outsourcing their sensitive data (such as e-mails, personal health
records, company financial data, and government documents, etc.) to be stored into the
cloud database and managed by the Cloud Services Provider (CSP). Unfortunately, the
migration of data to the untrusted domain put the outsourced unencrypted data at risk
(Treesa Maria Vincent, 2013). A key problem of outsourcing storage is that the sensitive
data may be subject to unauthorized access not only from an unknown attacker but also
from a curious service provider (Dan Boneh, 2007). However, confidentiality is the most
important security mechanism that should be provided to protect the user’s data in the
cloud (Jakimoski, 2016). Therefore, encryption is a better solution to prevent outsourced
data from unauthorized access. So, it is better to encrypt the user’s data before storing it in
the cloud (R. Velumadhava Rao, 2015).



However, after encryption, it becomes difficult to perform queries over the
database. It is not acceptable to decrypt the database before every querying because this
leads to security vulnerability again. Another reason is that the decryption for large
databases might be very slow. Ideally, queries should be executed directly over the
encrypted database (Somayeh Sobati Moghadam, 2016).

2.3 Cloud Computing:

Cloud is an Internet-based technology, where shared resources are provided on-
demand and pay-per-use basis. The National Institute of Standards and Technology (NIST)
defines cloud computing as ”a model for enabling ubiquitous, convenient, on-demand
network access to a shared pool of configurable computing resources (e.g., networks,
servers, storage, applications, and services) that can be rapidly provisioned and released
with minimal management effort or service provider interaction (Peter Mell, 2011).
Moreover, cloud computing is a computing platform for sharing resources that include
infrastructures, software, applications, storage, and services. It provides services to the user
in a virtualized manner through the internet. The flexible environment and cheaper cost of
using cloud computing attract people to use cloud services related to software, platform,
and infrastructure (Krunal Suthar, 2017).

2.3.1 Cloud Computing Characteristics:

(Sosinsky, 2010) And (Gamaleldin, 2013) were summarized the essential
characteristics of cloud computing as below:

e On-demand self-service: The user can use the resources without the need for
human interaction with CSP.

e Broad network access: Cloud resources are available over the network and can
access through different platforms.

e Resource pooling: The CSP creates resources that are pooled together in a system
that supports multi-tenant usage to serve multi-consumer, with physical and virtual
resources that are assigned or reassigned dynamically according to the user

demands. The idea behind pooling is to hide the location of the resource.



Rapid elasticity: Resources can add to the system by either scaling in or scaling
out. For the user, resources should be unlimited and can be purchased at any time
and in any quantity

Measured service: The resources’ usage can be monitored, controlled, and
reported. This feature has an advantage of what you are using is that you are paying
for.

2.3.2 Cloud Computing Deployment Models:

Further, based on the usage of the Cloud, there are different types of deployment

models. The cloud deployment models are private cloud, public cloud, hypride cloud, and

community cloud. The first three ones are commonly-used, while the last one is less-

commonly used (Gorelik, 2013). The deployment models are described below (Krunal
Suthar, 2017) (Gorelik, 2013):

Private cloud: It builds for a single organization and it manages by an organization
itself.  Organizations use software that enables cloud functionality, such as
VVMWare, vCloud Director.

Public Cloud: The organization provides a set of computing resources for the
general public who can access it from anywhere and pay as per use. The most
popular public clouds include Amazon Web Services, Google AppEngine, and
Microsoft Azure.

Hypride Cloud: It is a mixture of private cloud and public cloud that provides
computing resources of both.

Community Cloud: Computing resources are shared among several organizations

that have similar missions and requirements.
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2.3.3

Cloud Computing Layers:

The architecture of cloud computing is divided into four layers the hardware layer,

the infrastructure layer, the platform layer, and the application layer. The next part
describes each of them (Qi Zhang, 2010):

2.3.4

The hardware layer: It concerns managing the underlying physical resources of
the cloud such as physical servers, routers, switches, power, and cooling systems.
The infrastructure layer: Also known as the virtualization layer, creates a pool of
storage and computing resources by partitioning the physical resources using
virtualization technologies such as Xen, KVM, and VMware. Also, it is
responsible for dynamic resource assignment and many other features are available
in this layer. This layer is known as the virtualization layer.

The platform layer: It consists of operating systems and application frameworks.
The purpose of this layer is to facilitate the process of deploying applications into a
virtual machine (VM) container. Also, it provides Application Programming
Interfaces (API) for implementing web applications.

The application layer: At the top of the hierarchy, it consists of the actual cloud

applications.

Cloud Computing Delivery Models:

In cloud computing, three delivery models delivered different types of services to

the end-user which are (S. Subashini, 2010) (J.SRINIVAS, 2012):

Software-as-a-Service (SaaS): In a cloud-computing environment SaaS is the
software that is owned, delivered, and managed remotely by one or more providers.
Platform-as-a-Service (PaaS): It offers an integrated set of developer
environments that can help the consumers to build their applications and deliver
them to the users through the internet.

Infrastructure-as-a-Service (laaS): laaS completely abstracted the hardware
under it and allowed users to consume infrastructure as a service without knowing

anything about the underlying complexities.
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Figure 2-1 describes the four layers of cloud computing and its three delivery models.

End Users
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Figure 2-1: Cloud computing architecture (Qi Zhang, 2010).

2.4 Security of Cloud Computing:

Cloud computing has many advantages that attract the user to get benefited. The
fact that most of the user’s data and software in cloud computing are reside on the internet,
makes the system faces some challenges, especially for security. The nature of cloud
computing makes it a complicated matter to provide security in cloud computing. For
instance, each application may use the resource from multiple servers and the servers are at
multiple locations. Also, the cloud may provide services that used different infrastructures
across organizations. Therefore, to ensure cloud computing security, various security

issues must be taken into account (Liang Yan, 2009).

The International Standards Organization (ISO) recommended some security

requirements for Information Security which are:

e Identification & Authentication.
e Authorization.

e Confidentiality.

e Integrity.

¢ Non-repudiation.

e Availability.
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These security requirements should be covered in cloud computing to recognize
cloud computing as a secure technology (Ramgovind S, 2010).

Cloud computing is a rich environment of security risk. Hence, there are specific
security issues the Cloud Service Subscribers (CSS) should pay more attention to them
which are:

e Privileged user access.
e Regulatory compliance.
e Data location.

e Data segregation.

e Recovery.

So, the CSS should agree on the security issues with their providers before selecting
them (Safiriyu Eludiora, 2011).

Generally, cloud customers have different motivations to move to the cloud. From
the perspective of different cloud clients, the security point of view is different. For
instance, academia is concerns about security and performance. Therefore, the cloud can
provide approaches to combine security and performance for them, whereas for enterprises,
the most important problem is security but performance maybe not as critical as academia
(MANDEEP KAUR, 2013).

2.5 Methods for Computing on Encrypted Data:

This section explains some methods that enable computing on encrypted data.
These methods were categorized into two types: methods with no leakage about the data
and methods that leak a well-defined function of the data. In the second type, the leakage
of the data enhances performance (POPA, 2014). In the following subsection, we describe

these methods.
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2.5.1 Methods with no Leakage:
2.5.1.1 Fully Homomorphic Encryption (FHE):

The FHE permits general computations to be performed on the encrypted data
(Khamitkar, 2014). If a user has a function f and want to obtain f(mg,...,m,) for some
inputs my, ..., m,, it is possible to instead compute on encryptions of these inputs, ¢, ..., Cp,

obtaining a result which decrypts to f(my, ..., m,) (Frederik Armknecht, 2015).

More importantly, FHE allows different types of operations to be performed on
encrypted data without decryption (Maha TEBAA, 2013) (Mr. Manish M Poteya, 2016). It
permits addition and multiplication to be performed at the same time (SARAH SHIHAB
HAMAD, 2018). However, it allows numbers of operations to be performed an unlimited
number of times (Abbas Acar, 2018). FHE offers strong security guarantees, called
semantic security. It is too slow, because it runs arbitrary types of operations (POPA,
2014).

2.5.1.2 Partially Homomorphic Encryption (PHE):

Partial Homomorphic Encryption (PHE) schemes allow the computation of certain
mathematical operations over encrypted data. Unlike the FHE, the PHE permits only one
type of operation, either additive or multiplicative (Ayub Hussain Mondal, 2015) (Mr.
Manish M Poteya, 2016). For instance, additive homomorphic schemes provide the
addition of cipher-texts, such that the result is equal to the addition of the plaintext values
(i.e., ENC (m1) + ENC (m2) = ENC (m1 +m2)) (Hossein Shafagh, 2017).

Moreover, PHE allows operations to be performed on encrypted data for an
unlimited number of times (Abbas Acar, 2018). So, it provides better performance than the
FHE. This method provides the same strong security as FHE (POPA, 2014).

14



2.5.2 Methods with Controlled Leakage:
2.5.2.1 Functional Encryption (FE):

The FE is public-key (pk) encryption in which a receiver of the cipher-text can learn
certain functions of the underlying message based on its secret keys (sk) (O'Neill, 2010). In
a FE system, a trusted authority holds a master secret key known only to the authority.
When the authority is given the description of some function f as input, it uses its master
secret key to generate a derived secret key sk[f] associated with f. In symbols, if E(pk; X) is
encryption of x, then decryption accomplishes (Dan Boneh, 2012):

Given E(pk; x) and sk[f],
Decryption outputs f (x) (Dan Boneh, 2012).

This opens possibilities to specify a policy describing what users can learn from
the cipher-text (Allison Lewko, 2010).

2.5.2.2 Deterministic Encryption (DE):

A Public-key Encryption (PKE) scheme is said to be deterministic if its encryption
algorithm is deterministic. DE allows fast search over encrypted data (Alexandra
Boldyreva, 2008). Deterministic leaks encrypted data that corresponds to the same values
since it produces the same cipher-text from the same Palin-text. This encryption type
allows the server to perform equality checks, which means it can perform selects with
equality predicates, equality joins, GROUP BY, COUNT, DISTINCT, etc. (Raluca Ada
Popa, 2011). However, deterministic encryption permits logarithmic time search on
encrypted data, while randomized encryption only allows linear time search, meaning a
search requires scanning the whole database. This difference is crucial for large outsourced

databases that cannot afford to slow down search (Bellare, 2008).
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2.5.2.3 Order-Preserving Encryption (OPE):

A practical approach that facilitates querying directly over encrypted data (without
decrypting) is an Order-Preserving Encryption (OPE) scheme. Assume the plain-text
values consist of unique values, which will be represented as P = p1, p2... pi < pi+1. The
corresponding encrypted values will be stored as C = ¢, Cs... Cj, Ci+1. This means that the
storage of ¢; and ci; is preserving the order of p; and pi:1, such that, the order of the plain-
texts is preserved in the cipher-texts (Rakesh Agrawal, 2004). So that, the OPE scheme
permits the untrusted server to process SQL queries over encrypted data especially
comparison queries and range queries (Hakan Hacig"um™us, 2002) (Hasan KADHEM,
2010).

2.6 OPE Schemes:

The notion of the OPE scheme was proposed earlier to allow the comparison
operation directly performed on encrypted data without decryption. The OPE scheme
mapped the i th value in the plain-text values to the i th value in the cipher-text values
(Rakesh Agrawal, 2004). In such a scheme the order of the plain-texts is preserved in the
cipher-texts. Thus, equality queries, range queries, MAX, MIN, and COUNT queries can
be directly processed over encrypted data. Also, GROUP BY and ORDER BY operations
can be applied. Only there is a need for value decryption when applying SUM or AVG
(Rakesh Agrawal, 2004).

However, the first formal study of the concept and its security was performed by
(Alexandra Boldyreva, 2009). Also, the study proposed the strongest security definition for
order-preserving schemes which is the IND-OCPA (INDistinguishability under Ordered
Chosen-Plaintext Attack). The IND-OCPA for order-preserving encryption allows the
adversary to learn nothing about the plaintext values except for their order (Alexandra
Boldyreva, 2009). Despite the large body of works on OPE schemes (Seungmin LEE,
2009) (Hasan KADHEM, 2010) (Alexandra Boldyreva, 2011), none of them achieves the
IND-OCPA. The prior schemes reveal more information about the plain-text besides the
order. Table 2.1 explains the security provided by the previous OPE scheme and the mOPE
scheme. Furthermore, it shows that the first ideal order-preserving encoding scheme that
achieves IND-OCPA security is the mOPE (Raluca Ada Popa, 2013). It reviews the
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security provided by previous OPE schemes and the mOPE scheme, including the

cryptographic security guarantees provided by each scheme, and the information revealed

by each scheme in addition to the order of the plaintext values (Raluca Ada Popa, 2013).

Table 2.1: Security provided by previous OPE schemes and mOPE scheme (Raluca

Ada Popa, 2013).

Order-preserving scheme

Security Guarantees

Leakage besides order

(Gultekin Ozsoyoglu, 2004)

None

Yes

(Rakesh Agrawal, 2004)

None

Yes

(Alexandra Boldyreva, 2009)

ROPF (Alexandra Boldyreva,

Half of plaintext bits

(Alexandra Boldyreva, 2011) 2009)

(Divyakant Agrawal, 2009) None Yes
(Seungmin LEE, 2009) None Yes
(Hasan KADHEM, 2010) None Yes
(Kadhem, 2010) None Yes
(Liangliang Xiao, 2012) None Yes
(Liangliang Xiao, 2012) IND-OLCPA (Liangliang Yes

Xiao, 2012)

(Dae Hyun Yum, 2011)

ROPF (Alexandra Boldyreva,

Half of plaintext bits

2009)
(Dongxi Liu, 2012) None Most of the plaintext
(George Weilum Ang, 2014) None Yes
(Dongxi Liu, 2013) None Most of the plaintext
(Raluca Ada Popa, 2013) Ideal: IND-OCPA None
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As explains in Table 2.1, the OPE schemes before the mOPE scheme leak more
than the order of data and the mOPE scheme is the first one that achieves the IND-OCPA.
This study is based on the mOPE model. The study improves the mOPE structure and
combines it with an indexing technique to reduce the RRbCS.

Also, in the OPE schemes, the cipher-texts reveal the ordering information of the
plain-texts. On the other hand, when it is desirable to have better performance for range
queries while providing a reasonable degree of security, the OPE is a good option
(Liangliang Xiao, 2012). However, the OPE schemes leak order information for plaintext
values as the minimum needs for the order-preserving property, the authors in (Vladimir

Kolesnikov, 2012) discusses approaches to limit the impact of this leakage.

2.7 Related Works:

There has been a significant amount of work on OPE schemes that allow querying
over encrypted database without any change on the database engine (Gultekin Ozsoyoglu,
2004) (Seungmin LEE, 2009) (Kadhem, 2010) (Liangliang Xiao, 2012) (Liangliang Xiao,
2012).

The authors in (Hasan KADHEM, 2010) proposed MV-OPES (Multivalued-Order
Preserving Encryption Scheme). The model allows queries over encrypted databases with
an improved security level. Their idea is to change the approach of encrypting a value to
another fixed value to prevent statistical attacks. MV-OPES allows an integer value to be
encrypted to many values using the same encryption key while preserving the order of the
integer values. By this, the attackers cannot infer information from the encrypted database

even if they have statistical knowledge about the plaintext database.

(Dongxi Liu, 2012) Proposed an order-preserving indexing scheme based on a
linear expression. The indexing scheme maps an input value v to a #v + b + noise, where
noise is a random value, where a and b are coefficients. The noise is selected in a way that
preserves the order of input values. The scheme is combined with the encryption
algorithms to deal with querying over the encrypted database. It has the proxy to
communicate between the database applications and the encrypted database. The proxy

uses the indexing mechanism to generate the index for the input value and also encrypts the
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value with some encryption algorithm. The index and the encrypted value are then stored
into corresponding fields in the same record of the database. When a range query is made,
the proxy calculates the index of the value in the query condition, which is then used by the
database service to search indexes stored in the databases.

(Raluca Ada Popa, 2013) Proposed the mutable Order Preserving Encryption
(mOPE) model, the first OPE scheme that achieves the IND-OCPA. The mOPE scheme
uses the Deterministic (DET) encryption to encrypt the values. Also, it orders the values in
a BBST. Since it achieves the IND-OCPA, it reveals no information for the data except for
the order of the plain-texts.

However, some works were built on the mOPE model. (K. Srinivasa Reddy, 2014)
Introduced a novel scheme called “Randomized Order Preserving Encryption” (ROPE).
This scheme follows the mOPE scheme proposed in (Raluca Ada Popa, 2013). It replaces
the DET encryption with RND (random encryption) for the cipher-texts which prevents the
leakage of information about the distribution of plaintext values. Although the cipher-texts
are randomized they still maintain the plaintext order. Also, the scheme shows a query
retrieval time overhead. Nevertheless, it achieves the perfect security objective IND-
OCPA, in which the adversary can know nothing except for the order of the plain-texts.
Also, the study by (Florian Kerschbaum, 2014) was improved on Popa’s mOPE results and
provided IND-OCPA.

The OPE scheme is also related to cryptographic schemes for performing queries
over encrypted data. (POPA, 2014) Provided CryptDB, a system to protect data
confidentiality against threats by executing SQL queries over the encrypted database. The
architecture of CryptDB consists of a database proxy that intercepts the client’s requests,
transforms them into an understandable form to the Database Management System
(DBMS) server, and returns the expected results to the client. It is also responsible to
perform all the encryption and decryption processes. Interestingly, CryptDB uses the
mOPE scheme (Raluca Ada Popa, 2013) to perform order operations efficiently on an
encrypted database. Actually, they replace the BBST in the mOPE model with the
Adelson-Velskii and Landis (AVL) binary search tree which reduced the cost of the OPE
encryption (Raluca Ada Popa, 2011).
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(Do Hoang Giang, 2017) Investigated certain types of complex queries namely
multi-dimensional range queries over encrypted data in cloud platforms (where the
plaintexts are multi-numerical attributes). Their solution combines a packetization based
scheme with order-preserving encryption-based techniques.

However, (Kim, 2019) Presented a construction to improve the round and client-
side storage on the ideally-secure mutable order-preserving encryption protocol. The
construction of the OPE is based on the Order Revealing Encryption (ORE: a special type
of symmetric encryptions). To present a non-interactive, ideally-secure OPE with a
constant-size client storage construction; they used the public comparison functionality of
the ORE. Their resulting constructions achieve better enhancement both on the number of
rounds and the client-side storage, but cannot guarantee the ideal security.

However, the study in (Anselme Tueno, 2020) presented the Oblivious Order
Preserving Encryption (OOPE) scheme based on the mOPE scheme to introduce an
interactive protocol. It’s a secure multiparty protocol that enables secure range queries for
multiple users (such as data owners and data analyst) in the OPE scheme. It allows the data
analyst to execute queries on the OPE database without revealing his private queries or

revealing the encryption key of the data owner.

2.8 Summary:

This chapter provides background about outsourcing database to the cloud server and
the related issues. It explains cloud computing concepts and architecture. Also, it reviews
the security of cloud computing and explores the methods for computing over encrypted
data especially for the OPE schemes. And, it covers the related works in the area of the
OPE schemes and querying over encrypted data. Especially, it reviews some studies that

enhanced the mOPE model.
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CHAPTER IlI

THE PROPOSED ENHANCED RANGES ORDER PRESERVING
ENCRYPTION MODEL

3.1 Introduction:

This chapter describes the enhanced OPE model which is proposed in this research.
It works out how to reduce the Requests and Responses between the Client and the Server
(RRbCS) regarding the existing mOPE model, to improve the mOPE model, and to develop
an enhanced OPE model that reduces the RRbCS and sequentially enhanced the
performance of search over encrypted data.

3.2 The Original mMOPE Model:

One of the most efficient approaches that allow the server to compute over
encrypted data is the OPE scheme. (Raluca Ada Popa, 2013) Presented the first IND-
OCPA order-preserving encryption scheme called the “mutable Order-Preserving
Encoding” or “mOPE” model (the word encoding was used instead of encryption).
Moreover, the proposed enhanced OPE model in this research add improvement to the
mOPE model.

However, in the beginning, the mOPE model will be explained to understand the
behavior of the original model. The mOPE model functions by building a Balanced Binary
Search Tree (BBST) comprising all the encrypted data on the server. In such a tree for each
node v, all the nodes in the left subtree are smaller than v and all the nodes in the right
subtree are greater than v. Figure 3-1 shows the OPE tree which adapted from Popa’s
mOPE model. In the figure each node contains the cipher-text, the filled blocks show the

corresponding plain-text value (Raluca Ada Popa, 2013).
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1934122

1372 Q7716

1542566 xc7a5ce

Figure 3-1: The OPE tree in mOPE model (Raluca Ada Popa, 2013)

Figure 3-2 describes the general algorithm that functions the OPE tree in Figure 3-
1. The algorithm inputs a value v and outputs the resulting pointer in the OPE tree, the path
in the OPE tree from the root, and whether v was found. It uses the variables: ¢’ : the
cipher-text at the tree node, v’ : the decryption of the cipher-text, c": the next cipher-text.
Also, the algorithm uses the CI for Client and Ser for Server to indicate at which party each

piece of computation happens (Raluca Ada Popa, 2013).
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Algorithm 1 (OPE Tree traversal for a value v).

1: Cl s Ser: The client asks the server for the ciphertext
¢’ at the root of the OPE tree.

Cl: The client decrypts ¢’ and obtains v'.

Cl — Ser: If v < V/, the client tells the server “left™;
if v=1/ the client tells the server “found™; if v >/,
the client tells the server “right”.

woN

4: Ser: The server returns the next ciphertext ¢’ based
on the client’s information, and goes back to step 2.

5: Ser, Cl: The algorithm stops when v is found, or
when the server arrives at an empty spot in the tree.
The outcome of the algorithm is the resulting pointer
in the OPE Tree, the path in the OPE Tree from the
root, and whether v was found.

Figure 3-2: The OPE tree traversal algorithm of the mOPE model (Raluca Ada Popa,
2013).

For instance, consider the setting in which the client inserts 55 into the server using
the OPE tree shown in Figure 3-1 and the algorithm explained in Figure 3-2. In the
beginning, the client demands the server for the root node of the OPE tree, and then the
server returns the encrypted value x93d12a. Which the client decrypts to 32 and compares
55 with 32 since 55 greater than 32 the client demands the server for the right child of the
root node. The server responds with the encrypted value x27716¢c. The client decrypts
X27716c¢ to 69 and compares 69 with 55 since 55 lesser than 69 then the client demands the
server for the left child of the new node. The server responds that there is no such child.

This means that the server can insert 55 in this position (Raluca Ada Popa, 2013).

As we see in Popa’s OPE tree, the server always needs to ask the client to move
over the OPE tree. It returns to the client to know if it goes left or right in the next move.
Unfortunately, this scenario generates many RRbCS. Also, the increasing of the database

size increases the tree depth and the mOPE model generates more and more RRbCS.
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3.3 The Enhanced Ranges Order Preserving Encryption (ROPE) Model:

This study aims to enhance the existing mOPE model by reducing the RRbCS in the
mOPE model. To achieve this goal, the study presents an enhanced OPE model named
“Ranges Order Preserving Encryption” (ROPE). The name Ranges comes from the fact
that the outsourced client’s data will be organized into ranges of data at the server-side
according to the indexing mechanism. Also, it reduces the server relies on the client by
allowing the server to perform some of the tasks without revealing any information except
for the order of data. The next subsections will illustrate the proposed enhanced ROPE

model in detail.

3.3.1 Definitions:

The following definitions clarify the terms and expressions used in the enhanced
ROPE model.

= The Client (or an enterprise): The owner of data to be outsourced, thus the
client is trusted.

= The Database Server: The storage where the outsourced client’s data is
stored, it’s untrusted.

= The Trusted Party: An introduced party allocated in the client. It acts as a
communication channel between the client and the server, it is trusted.

= The Index Table: A developed structure which stored in the trusted party.
It plays the role of the indexing mechanism.

= The Expected Client’s Data (ECD): The expected total number of records
or tuples that the client will outsource to be stored in the database server.

= The Range_Value (RV): It’s a suggested number that is used to divide the
ECD by it to obtain groups of equal elements (1<RV<=ECD).

= The Range: It’s a group of sequenced elements that contains some elements
equal to the RV.

= The Index Table Creation (ITC) algorithm: The algorithm explains how

to create the index table.
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= The Ranges Order Preserving Encryption (ROPE) algorithm: The
algorithm describes how the ROPE model works and how does it access the
data stored in the database server.

3.3.2 The Trusted Party:

It’s an introduced party in the enhanced ROPE model. It authenticates the client
and acts as a communication channel between the client and the database server. It builds
at the client-side allocated inside the client boundaries. It concerns about the encryption
keys generation, encryption operations, and decryption operations. Moreover, it receives
all the client’s requests and intercepts all the RRbCS. The trusted party is responsible for
encrypts the client’s requests, decrypts the returned encrypted results from the database
server, and gives the client the exact results. Besides, the trusted party is used to make
some preparations in the initial stage of the enhanced ROPE model. Also, it will be
explained that it applies two different techniques to preserve the order of the client’s data.

3.3.3 The Index Table:

It is an essential part of the ROPE model. It should be created at the initialization
stage of the database system and stored in the trusted party. To create the index table,
firstly, it’s required to know the ECD that will be outsourced to the database server, for

example:

> If the client will outsource 10 values then the ECD = 10.
> If the client will outsource 100 values then the ECD = 100.
» If the client will outsource 1000 values then the ECD = 1000 ...etc.

However, the second requirement to create the index table is the value of the
suggested RV. Then, the ECD is divided by the suggested RV. As a result, we obtain
some groups of elements; each group of elements is became a Range. Of course, the total
number of Ranges depends on the value of the selected RV. Thus, the smaller RV has a
shorter Range and produces many Ranges, whereas the greatest RV has a longer Range and

produces a few Ranges. Note that, we construct the ROPE model for numeric data. For

25



simplicity, we implement the ECD and the RV in the forms of integer values with no

repetition.

Therefore, the client determines the value of the ECD and sends it to the trusted

party. Then, the trusted party uses the ECD and the selected RV to create the index table.

However, the steps of the index table creation are formulated in an algorithm named “Index

Table Creation” (ITC) algorithm. The following is the ITC algorithm:

Algorithml: Index Table Creation (ITC)

Input: ECD, RV

Output: The index table

1.

2.

Input the values of the ECD and the RV.
Divide the ECD by the RV to obtain the Ranges.
Specify the start value and the end value for each Range.

Give each Range a unique Id_range.

Create the index table with three columns: the 1d_range (key-value),
the Start_value, and the End_value.

Insert the values of the Id_range, the Start_value, and the End_value
for all ranges in the index table.

Commit the index table.

Figure 3-3: The ITC algorithm.

As we see in Figure 3-3, the ITC algorithm inputs the ECD and the RV; and

outcomes the index table. Also, the algorithm uses the variables: Id_range, Start value,

and End_value to name the table columns; and the Range: to indicate a part of the client’s

data. The steps of the ITC algorithm are described in Figure 3-4.
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Input the values of the ECD and the
RV

v

Divide the ECD by the RV to obtam
the Ranges
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Specify the Start values and the
End values for all Ranges

N

Create the index table with three columns
named: Id range, Start value, and End value

y

Insert the values of the Start value, the End value
and the associated Id_range for all Ranges

v

[ Commit the index table

Give each Range a unique Id range

Figure 3-4: The ITC algorithm diagram.

As a result, we have the index table in the trusted party with several rows equal to
the total number of Ranges. And each row contains a unique Id_range, Start_value, and
End_value restricted to a specific Range. The two factors that affect the index table
information are the value of the ECD and the length of the suggested RV. In the coming
subsection, we will see how the index table information plays a basic role in storing

ordered encrypted data in the server and how the results can be retrieved from the server.
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3.3.4 A Framework for the Enhanced ROPE Model:

In this section, we design a Framework to be a formative tool for the ROPE model.
In this Framework, the inputs are defined as the Data that should be outsourced to the cloud
server or retrieved from. The framework is the integration of three main parts which are:
the Client, the Trusted party, and the Server. These parts are communicating together in

terms of exchanging data. Figure 3-5 shows the ROPE model framework.
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Data Owner | | Determines the value of the ECD ]

Sends the request to the trusted party

Receives the result
[ Returns the result to the client Authenticates the clent ]
The Client
[ Decrypts the returned result from server Receives the client 1‘equest]
Receives the encrypted result from the server Encrypts the client request and sends it to
the server
Encrypts all the Id_ranges and
sends them to the server The Trusted nteicepsall hERROGS
Party Creates the Index table ]
Uses two techniques to preserve the
order of the client’'s data in the serrver Stores the index table in it's database ]
[ Doesn't preserve the order of the Id_ ranges that specified to ranges ] Directs the client's request by using
k the index table information
Preserves the order of data Stores the client's data The Server Stores the encrypted Id_ranges
belongs to the same range in based on the index table
one OPE tree information Receives the request from the tusted party
The specific Id_range points to Accesses the ata [ Returns the result to the trusted party ]
the corresponding OPE tree

[ Searches for the right Id_mnge]

O\

Searches for ightposition inthe [ Searches for a value in the target OPE tree]
target OPE tree to insert a value

Figure 3-5: The enhanced ROPE model framework.
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The following describes the three parts of the ROPE model framework and their

responsibilities, as shown in Figure 3-5:

3.3.4.1 The Client:

The client is the owner of the data and it is authorized to determine the value of the

ECD. It has a communication link with the trusted party to send its requests and receives

the result.

3.3.4.2 The Trusted Party:

Most of the important duties are accomplished by a trusted party. It performs the

following tasks:

Authenticates the client.

Receives the client's request.

Encrypts the client request and sends it to the server.

Creates the Index table.

Stores the index table in it’s database.

Encrypts all the 1d_ranges of the index table and sends them to the server.
Directs the client’s request by using the index table information.
Intercepts all the RRbCS.

Receives the encrypted result from the server.

Decrypts the returned result from the server.

Returns the result to the client.

Uses the technique that doesn’t preserve the order of the Id_ranges of the index

table in the server, and the other one that preserves the order of data in OPE trees.
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3.3.4.3 The Server:
The server is the data storage and it is accomplished the following tasks:
e Stores the encrypted Id_ranges.
e Receives the trusted party request.

e Stores the client's data based on the index table information. It doesn't preserve the
order of Id_ranges that specified to Ranges, preserves the order of data that belongs
to the same Range in one OPE tree, and lets the specific Id_range points to the
corresponding OPE tree.

e Searches for the right 1d_range to reach the right value in the OPE tree (in case of
the search operation) or to achieve the right position in the OPE tree (in case of the

insert operation).

e Returns the result to the trusted party.

3.3.5 Preserving the Order of Data in the Server:

However, the power of the index table is appearing clearly when we need to access
the database server. There is a main relationship between the index table information and
the arrangement of data in the database server. It is important to deal with the client’s
values concerning the index table information (the Id_ranges and their related Ranges from
the Start_values up to the End_values). That is, the client’s data must reside in their
corresponding Ranges as declared in the index table. Therefore, we need to link the client’s
data with the index table information to preserve the order of the client’s data in the

database server.

3.3.5.1 Dealing with the Id_ranges:

However, after the creation of the index table, all the 1d_ranges of the index table
must be encrypted. Then, the encrypted Id_ranges will be sent to store in the server by
using a technique that might not preserve the order of data. As a result, the encrypted
Id_ranges are presented in the server as unordered. More importantly, the trusted party

must encrypt all the Id ranges and store them in the database server before start
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outsourcing the client’s data to the database server. The secret behind this is to make the
stored 1d_ranges act as indices for the client’s data.

3.3.5.2 Organizing the Client’s Data into the Ranges:

In general, based on the index table information, the client’s data is dividing into
parts of data in the server. Each part contains values that belong to a specific Range as
defined earlier in the index table (values from the Start_value up to the End_value that is
associated with the exact 1d_range). This means each part of the client’s data corresponds
to the Range in the index table. Moreover, the trusted party uses the technique that
preserves the order of data to order the data that belongs to these Ranges. The trusted party
follows Popa’s mOPE to preserve the order of data in different Ranges. This means every
Range of the client’s data is organized into an OPE tree at the server. Ideally, the root node
of each OPE tree is pointed by the appropriate encrypted Id_range that stored initially (as
defined in the index table).

As a result, we have some OPE trees in the server equal to the number of Ranges in
the index table. Every OPE tree contains nodes of values related to a specific Range in the
index table (values from the Start_value to the End_value as defined in the index table).
And every OPE tree is pointed by the encrypted value of the associated Id_range in the
index table. In general, it can be said that the ROPE model preserves the order of data that
belongs to the same Range, while it doesn’t preserve the sequence of Ranges. This

provides some aspect of security to user’s data in the database server.

However, practically we implement the OPE trees instead of the AVL tree, as Popa
does. Of course, the AVL tree has advantages of the BST, in the AVL tree for each node v,
all the left subtree nodes of v are smaller than v and all the right subtree nodes of v are
greater than v. Also it is a self-balance tree, so that after balancing the OPE tree some

nodes may change their positions (Princiraj, 2019).

Further, we implement the nodes of the tree in the server as pre-ordered traversal
(root node, left subtree nodes, and right subtree nodes respectively). This allows us to
restore the original tree construction from the database to perform operations. Because of

the tree balancing and the need for maintaining the pre-order traversal implementation, the
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server must update any storage related to the balanced OPE tree. Note that, such an update
affects only the target OPE tree not all the other OPE trees corresponding to the other
Ranges.

3.3.6 The Access of Data in the Enhanced ROPE Model:

As it mentioned before, there are basic requirements to function the enhanced
ROPE model, which are:

e Build the index table (by using the ECD, the RV, and run the ITC algorithm).
e Encrypt all the Id_ranges of the index table and store them in the server initially.

After provided these requirements it can be able to run the ROPE algorithm and
build the OPE trees. The enhanced ROPE algorithm runs by the client, the trusted party,
and the server. The algorithm obtains v as an input from the client and outcome the
resulting pointer in the target OPE tree (to insert v) and whether v was found. Also, the
algorithm functions either to insert a value v in the server or to search for v. The algorithm
variables are v: the client value, Enc(ld_range): the encrypted Id_range, c: the cipher-text
at the root node of the target OPE tree, ¢™: the cipher-text at OPE tree node, and V™: the
decryption of cipher-text. Figure 3-6 describes the enhanced ROPE model algorithm.
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Algorithm 2: The enhanced ROPE scheme

Input: The value v

Output: The resulting pointer in the target OPE tree (to insert v) and

whether v was found.

1. The client sends a value v to the trusted party (either to insert or search
for).

2. The trusted party receives v and finds a suitable Id_range for v from the
index table.

3. The trusted party encrypts the id rang into Enc(ld_range) and sends it
to the server.
4. The server obtains the Enc(ld_range), then:
a) It starts a sequential search for a matching value to
Enc(ld_range), by performing equality checks.

b) When a matching value is found it tells the trusted party.

5. The trusted party asks the server for the cipher-text ¢™ at the root node

of the target OPE tree that the Enc(ld_range) points to.
6. The trusted party receives ¢, decrypts it, and obtains v~.

7. The trusted party compares v~ with the client value v:
a) If v < v~ the trusted party demands the server for the left
child of the current node.
b) If v > v~ the trusted party demands the server for the
right child of the current node.

c) If v = v~ the trusted party tells the server it is found.

8. The server returns the cipher-text ¢~ at the current tree node to the

trusted party and goes back to step 6.

9. The algorithm stops when v is found, or when the server achieves an

empty node in the tree.

Figure 3-6: The enhanced ROPE model algorithm.
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However, the ROPE algorithm shows that we have to go through two steps to get

the expected outcome. The first step is to reach the right 1d_range in the server that points

to the intended OPE tree and the second step is to search for the appropriate location in the

target OPE tree, as follows:

Step 1: Searches for the right Id_range in the server (step 1 to 4 in the ROPE
algorithm). As we explain in Figure 3-7, after the trusted party receives v, it looks
in the index table to find the corresponding Id_range. Then it encrypts the found
value by using the same encryption algorithm that is used before to encrypt the
Id_ranges and obtains Enc(ld_range).  Next, the trusted party sends the
Enc(ld_range) to the server. Then, the server receives the Enc(ld_range), starts
searching for a matching value, and finds the matching value. By this, we reach the

exact pointer to the target OPE tree.
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Figure 3-7: Searches for the right Id_range diagram.
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e Step 2: After reaching the pointer of the target OPE tree, the next step is to search for
the right location in the target OPE tree (steps 5 to 9 in the ROPE algorithm). As
Figure 3-8 illustrates, the trusted party asks the server for the pointed cipher-text ¢ at
the root node of the target OPE tree. The trusted party receives c~, decrypts it to v-,
and compares v with v-. The next move in the server is based on the result of this
comparison. If v < v~ the trusted party demands the server for the left child of the
current node; if v > v~ the trusted party demands the server for the right child of the
current node; and if v = v~ the trusted party tells the server it is found. Moreover,
unless v= v, the server returns the next cipher-text ¢ at the current tree node to the
trusted party. Then, the same cycle is repeated until v = v~ or the server achieves an
empty node in the OPE tree.

The server reaches The trusted party asks the server
the pomntertothe =y for the cipher-text ¢ at the root
target OPE tree node of the target OPE tree

|

The trusted party receives ¢

and decryptsitto v
l The trusted party The trusted party
The trusted party compares the | | demands the server for demands the server
decrypted value v ~ with v the right child of the for the left child of
current node the current node
l Yes Yes
No No

l Yes \L No

v is found Null node

J

Can insert v here

Figure 3-8: Search for the right location in the target OPE tree diagram.
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The following points can be observed from the ROPE algorithm:

e The server can search for the right Id_range independently to reach the intended
OPE tree.

e After reaching the intended OPE tree the server needs the client's help to move over
the OPE tree (actually the trusted party at the client-side will help the server).

e The search for the right Id_range is performed locally on the server.

e The search over the OPE tree is performed globally across the network (generates
RRbCS).

e S0, instead of return to the trusted party in all cases we just return when the data
preserves the order.

It can be summarize, the enhanced ROPE model replaces the one OPE tree in the
mOPE model with sub-OPE trees combined with the indexing mechanism.  Further,
despite maintains the order of data in the sub-OPE trees it doesn’t preserve the sequence of

them.

3.3.7 A Case Study Example:

This section explains an example to illustrate how the enhanced ROPE model
works. The example uses ECD=20 from 1 to 20 and RV=5. The next part will explain

how to function the enhanced ROPE model regarding this case study.

3.3.7.1 Create the Index Table:

To create the index table we apply the ITC algorithm using the ECD=20 and the
RV=5. The obtained index table can be as shown in Table 3.1.
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Table 3.1: The index table of the case study

Id_range | Start value | End_value
1 1 5
2 6 10
3 11 15
4 16 20

3.3.7.2 Data Encryption and Organization:

Moreover, considering the index table in Table 3.1, the data can be ordered in the

server like the following:

e The Id_ranges: 1, 2, 3, and 4, are encrypted and then they stored in the server by
using the technique that doesn’t preserve the order of them.
e The incoming client’s data will be encrypted and then stored in the server by using

the technique that preserves the order of data like the Popa’s one.

Therefore, the client’s data will be organized into four OPE trees. The nodes of the

OPE trees will contain values as described below:

» An OPE tree that has nodes values from 1 to 5.

» An OPE tree that has nodes values from 6 to 10.
» An OPE tree that has nodes values from 11 to 15.
» An OPE tree that has nodes values from 16 to 20.

For instance, suppose the actual client’s values are: 1, 3, 4, 13, 14, 15, 16, and 19
using the index table shown in Table 3.1. The organization of this data in the database
server can be illustrated as shown in Table 3.2. The grey blocks show the encrypted
Id_ranges, while the white one shows the encrypted client’s data. Also, the label (*) is used
to denote the part of data that applies the technique does not preserve the order of data.
And the label (7) is used to denote the part of data that applies the technique preserves the

order of data.
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Table 3.2: The client’s data in the database of the case study

4 116° |19-
1~ 13- 1 |4-°
3 (14 |137|15"

As it is illustrated in Table 3.2, the encrypted client’s values are arranged in their
suitable location as declared earlier in the index table. Every encrypted Id_range references
an OPE tree that contains nodes of values related to a specific Range as specified in the
index table. And all of the OPE trees are implemented in the form of the pre-ordered
traversal tree (the root node, the nodes of the left subtree, and the nodes of the right

subtree).

3.3.7.3 The Insert Operation:

Moreover, assume the client wants to insert 2 using the database shown in Table 3.2
and the related index table expressed in Table 3.1. Whenever the trusted party receives the
value, it looks in the index table for a suitable Id_range. It finds that the appropriate
Id_range that 2 can reside in is 1. Next, it encrypts 1 by the same encryption technique that
is used before to encrypt the Id_ranges and obtains 1°. Then, it asks the server to search for
1°. The server makes its first try: 2~ doesn’t match 17, the second try: 4~ doesn’t match 17,
and the third try: 17 matches 1°. At this point, the server reaches the right Id_range that
points to the target OPE tree.

After that, the server needs the help of the trusted party to move over the target OPE
tree to find an empty node. Figure 3-9 illustrates the insert of 2 in the database of the case
study and the related database after that. Figure 3-9 (a) shows the target OPE tree. Firstly,
the trusted party requests the root node of the OPE tree, and the server returns 3, which the
trusted party decrypts to 3. Since 2 < 3, the trusted party requests the left child of the root
node, and the server responds with 17, which the trusted party decrypts to 1. 2 >1, so the
trusted party requests the right child of the last node requested, and the server responds that
there is no such child. This means that the trusted party can insert 2°, the encrypted value

of 2, in this position. Remember that, the trusted party encrypts 2 by the same encryption
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technique that is used before to encrypt the client’s data. Figure 3-9 (b) displays the OPE
tree after inserting 2°. Lastly, there is a need to update the part of the database storage
where the OPE tree is storing. This is because we have to maintain the pre-order traversal
tree in the server. Figure 3-9 (c) shows the related storage part after updates.

(a) (©)

Figure 3-9: The insert of 2 in the database of the case study and the related storage
after that.

From the previous example, it is observed that the server can perform the search for
the right Id_range without any trusted party involvement, while it needs the help of the
trusted party to find a suitable location in the OPE tree where to insert 2°. Also, we see that
the server makes three tries until it finds the intended Id_range, after that, there are 6
requests and 6 responses between the trusted party and the server before reach an empty
node to insert 2°. Thus, it can be said that the server is responsible to perform all the tasks
that are related to the data that does not preserve the order independently (the encrypted
Id_ranges), while it needs the help of the trusted party to accomplish the works over the
OPE trees. More importantly, the trusted party told the server order information only for
the exact OPE tree and the interaction between them doesn’t reveal anything else besides
the order of the intended OPE tree.

3.4 Research Methods for the Enhanced Model Evaluation:

However, to evaluate the performance of the ROPE model the study go through
several steps, as it addresses in Figure 3-10. The figure describes that there are two
different simulation programs were designed, one to simulate the enhanced ROPE model
and the other one to simulate the mOPE model. The two simulation programs process the

same data with the same characteristics. To measure the performance of the enhanced
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ROPE model, the study recognizes two parameters. The first parameter monitors the works
performed by the server. It computes how many times the server tests the stored encrypted
Id_ranges to find the right Id_range that points to the target OPE tree. This parameter is
named “Tests by the Server” (TbS). The second parameter monitors the works that are
performed across the network by the client and the server. And it counts the RRbCS to
reach the right position in the target OPE tree. Note that, the trusted party is the actual
entity that sends the requests and receives the responses at the client-side, and it builds in

the client. Because of this, the client is used instead of the trusted party.

Furthermore, unlike the enhanced ROPE model, the mOPE model involves only one
parameter to compute the RRbCS. This is because the server completely depends on the
client to perform the tasks. Of course, the findings of RRbCS from the two models are
used for the comparison purpose, whereas the findings of the TbS in the ROPE model
should be acceptable. Bring in your mind, in the two models we don’t take into account the

RRDCS of making the tree balancing.

42



Start

l

Generate Random Data
The ROPE model The mOPE model
| |
Smulation Program Simulation Program
Count the RRbCS and
the ThS Count the RRbCS

The Model Evaluation

Figure 3-10: The research methods for the evaluation diagram.
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3.5 Research Tools and Data:

The validation of the proposed enhanced model is done by using a simulation
program in C code. User-defined functions were used to describe all the scheme activities,
and to conduct the experimental studies. Moreover, random distinct integer numbers were
generated for conducting experimental studies and testing the validity of the proposed
model. Borland C++ 5.02 was used to implement the mOPE model, while C Free 2015 was
used to execute the structure of the enhanced ROPE model. And, Mind Maple Lite was

used to draw figures and diagrams.

3.6 Summary:

This chapter discusses the proposed enhanced ROPE model. It explains the ROPE
model architecture and designs the ITC algorithm to create the index table. Also, it
presents a framework to be a formative tool for the enhanced model. Especially, it presents
how the ROPE preserves the order of data as an approach to achieve the research
objectives. Further, it illustrates the used techniques to preserve the order of encrypted
data, the ROPE algorithm to access the database, and explains a case study as an example
to practice the ROPE model. Also, it explains the research methods for the model
evaluation and the used tools and data. Besides, an enhanced OPE model is proposed for

search over encrypted data.
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CHAPTER IV

IMPLEMENTATION AND TESTING

4.1. Introduction:

This thesis proposes the enhanced Ranges Order Preserving Encryption (ROPE)
model for reducing the Requests and Responses between the Client and the Server
(RRbCS) and enhancing the performance of search over encrypted data in cloud
computing. This chapter shows the implementation of the enhanced ROPE model facing
the mutable Order Preserving Encryption (mOPE) model. To do that, it presents two case
study scenarios for both of the models. In the first scenario, the client sends his data for
storing in the database server. And in the second scenario, the client retrieves his data from
the database server. Also, some experiments are conducted to test the enhanced model in

the two scenarios.

4.2. The Enhanced ROPE Model Implementation:
Moreover, to investigate the enhanced ROPE model and evaluate its performance,

we design a simulation program partitioning into three subprograms that are:

e Subprogram 1: The system initialization. Creates the index table by applying the
ITC algorithm (page -26). Also, it prepares the database by allocating the

Id_ranges.

e Subprogram 2: Inputs the data and builds the OPE trees of the ROPE model. It is
the insertion program that uses the index table created by subprogram 1. This

program applies the ROPE algorithm (page 34) to insert the data.

e Subprogram 3: Searches for target values. It uses the resulted database from the
insertion program and the corresponding index table. And it also applies the ROPE

algorithm (page 34) to search for the target values.
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However, the investigation of the enhanced ROPE model is formulated into two
scenarios: one to implement the insert operations, and the other one to implement the
search operations. Further, the model is implementing in different Range_Values (RV) to
extract the effect of the RV on the outcomes of the tests made by the server to find the
target OPE trees and the requests and responses between the client and the server to reach
the right positions in the target OPE trees (ThS and RRbCS parameters) on both of the
scenarios. The study uses a fixed value for the Expected Client’s Data (ECD) equals 100 to
conduct the insert operations experiments. Actually, it generates random distinct integer
numbers from 1 to 100 that represent the client’s data. On the other side, the same values

with a fixed sequence are used to conduct the search operations experiments.

As Figure 4-1 displays, the implementation of the ROPE model for a specific RV is
accomplished in three steps:

e In the first step: Run subprogram 1 using the ECD and the selected RV, to create
the index table and to allocate the 1d_ranges in the database.

e In the second step: Run subprogram 2 to conduct the insert experiment using the
same index table created in the first step. Before this, random distinct integer
numbers from 1 to 100 were generated to represent the inputs for subprogram 2.
The outcomes of this step are the results of the RRbCS and the TbS of the insert
experiment in a specific RV plus its ordered database.

e In the third step: Run subprogram 3 to conduct the search experiment using the
ordered database that resulted from the second step. Random twenty numbers were
selected to be the searched values in this step. The outcomes of this step are the

results of the RRbCS and the TbS of the search experiment in a specific RV.
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The ECD and the selected RV

Run the subprogram1 to create the
Index Table for the selected RV
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Tl_le finding ﬁ:om the The resulted database
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The resulted database is used to
conduct the search experiment in the

same RV
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Run the subprogram 3 to search for the
target values

1

The finding from the search experiment J

Figure 4-1: The ROPE model experiments approach.
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4.2.1 The Experiments of the Insert Scenario:

In the first scenario of the experiments, the study examines the efficiency of the
enhanced ROPE model in the case of inserting data into the database server. It performs
eleven experiments to test the insert operations in the ROPE model using fixed ECD and
different RV values that vary from small to great. The eleventh experiments aimed to
compute ThS and RRbCS parameters after inserting the client’s data. The experiments
strategy is to start with a small RV and increasing it for every experiment. In the
beginning, 5, 10, 20, 30, 40, 50, 60, 70, 80, 90, and 100 are selected to be the RVs for the
eleven experiments. Then, each RV is used with the ECD to create the index table for a
separate experiment. Further, the generated random distinct integer numbers are saved in a
file as a fixed sample of data. This sample of data is used to form the inputs for all of the
insert operations experiments (same data in fixed sequence). Of course, all of the
experiments have ECD equal to 100. Actually, in each experiment the study did the
following:

1. The index table for the specific RV was created by running subprogram 1.
2. The Id_ranges of the index table were stored in the database server (actually they
were stored randomly to implement them as unordered).

3. The data was inserted into the ROPE database by running subprogram 2.
The next part will explain the selected RV and the index table details for every experiment.

= Experiment No.1: The ECD=100, the RV=5. Table 4.1 shows the index table that
was created according to the selected RV. The index table had twenty Ranges and
there were twenty Id_ranges specified to them. The Id_ranges, the Start_values,

and the End_values used in this experiment are explained below:

e Id _range =1, the Start_value = 1, and the End_value = 5.

e Id _range = 2, the Start_value = 6, and the End_value = 10.
e Id range = 3, the Start_value = 11, and the End_value = 15.
e |Id _range = 4, the Start_value = 16, and the End_value = 20.
e Id _range =5, the Start_value = 21, and the End_value = 25.
e |Id _range = 6, the Start_value = 26, and the End_value = 30.
e Id_range =7, the Start_value = 31, and the End_value = 35.
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e Id_range = 8, the Start_value = 36, and the End_value = 40.

e Id_range =9, the Start_value = 41, and the End_value = 45.

e Id_range = 10, the Start_value = 46, and the End_value = 50.
e Id_range =11, the Start_value = 51, and the End_value = 55.
e Id_range =12, the Start_value = 56, and the End_value = 60.
e Id_range = 13, the Start_value = 61, and the End_value = 65.
e Id_range = 14, the Start_value = 66, and the End_value = 70.
e Id_range = 15, the Start_value = 71, and the End_value = 75.
e Id_range = 16, the Start_value = 76, and the End_value = 80.
e Id_range =17, the Start_value = 81, and the End_value = 85.
e Id_range = 18, the Start_value = 86, and the End_value = 90.
e Id_range =19, the Start_value = 91, and the End_value = 95.
e Id_range = 20, the Start_value = 96, and the End_value = 100.

Table 4.1: The Index Table for experiment no.1, ECD=100, RV=5

Id_range | Start_value | End_value
1 1 5
2 6 10
3 11 15
4 16 20
5 21 25
6 26 30
7 31 35
8 36 40

49



9 41 45
10 46 50
11 51 55
12 56 60
13 61 65
14 66 70
15 71 75
16 76 80
17 81 85
18 86 90
19 91 95
20 96 100

Experiment No.2: The ECD=100, the RV=10. Table 4.2 explains the index table

that was used for this experiment.

The index table had ten Ranges and ten

Id_ranges from 1 to 10 corresponding to those Ranges. The Id_ranges and their

corresponding Start_values and End_values are explained below:

Id_range = 1, the Start_value = 1, and the End_value = 10.

Id_range = 2, the Start_value = 11, and the End_value = 20.

Id_range = 3, the Start_value = 21, and the End_value = 30

Id_range = 4, the Start_value = 31, and the End_value = 40.

Id_range =5, the Start_value = 41, and the End_value = 50.

Id_range = 6, the Start_value =51, and the End_value = 60.
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e |d_range =7, the Start_value = 61, and the End_value = 70.

Id_range = 8, the Start_value = 71, and the End_value = 80.

Id_range =9, the Start_value = 81, and the End_value = 90.

Id_range = 10, the Start_value = 91, and the End_value = 100.

Table 4.2: The Index Table for experiment no.2, ECD=100, RV=10

Id_range | Start_value | End_value
1 1 10
2 11 20
3 21 30
4 31 40
5) 41 50
6 51 60
7 61 70
8 71 80
9 81 90

10 91 100
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Experiment No.3: The ECD=100, the RV=20. Table 4.3 shows the index table
that was created for this experiment. The index table had five Ranges and five
Id_ranges from 1 to 5 were specified to Ranges. The Start values and the
End_values for the five Id_ranges are:

e Id_range =1, the Start_value = 1, and the End_value = 20.

e Id_range = 2, the Start_value = 21, and the End_value = 40.
e Id_range = 3, the Start_value = 41, and the End_value = 60.
e Id_range = 4, the Start_value = 61, and the End_value = 80.
e Id_range =5, the Start_value = 81, and the End_value = 100.

Table 4.3: The Index Table for experiment no.3, ECD=100, RV=20

Id_range | Start_value | End_value
1 1 20
2 21 40
3 41 60
4 61 80
5 81 100

Experiment No.4: The ECD=100, the RV=30. Table 4.4 illustrates the index table
for that experiment. The index table had four Ranges and four Id_ranges from 1 to
4 for those Ranges. The Start_values and the End_values specified to the four

Id_ranges are:

e Id _range =1, the Start_value = 1, and the End_value = 30.

e Id _range = 2, the Start_value = 31, and the End_value = 60.
e Id _range = 3, the Start_value = 61, and the End_value = 90.
e Id_range = 4, the Start_value = 91, and the End_value = 100.
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Table 4.4: The Index Table for experiment no.4, ECD=100, RV=30

Id_range | Start_value | End_value
1 1 30
2 31 60
3 61 90
4 91 100

Experiment No.5: The ECD=100, the RV=40. Table 4.5 shows the index table
that was used for this experiment. The index table had three Ranges and there were

three Id_ranges from 1 to 3 associated with them. The Start_values and the

End_values related to the three 1d_ranges are:

e Id_range =1, the Start_value = 1, and the End_value = 40.
e Id_range = 2, the Start_value = 41, and the End_value = 80.
e Id_range = 3, the Start_value = 81, and the End_value = 100.

Table 4.5: The Index Table for experiment no.5, ECD=100, RV=40

Id_range | Start_value | End_value
1 1 40
2 41 80
3 81 100
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Experiment No.6: The ECD=100, the RV=50. Table 4.6 explains the index table
that was used for this experiment. The index table had two Ranges and we
specified 1 and 2 as the Id_ranges for those two Ranges. The Start_values and the

End_values that specified the two Id_ranges are:

e Id_range =1, the Start_value = 1, and the End_value = 50.
e Id_range = 2, the Start_value = 51, and the End_value = 100.

Table 4.6: The Index Table for experiment no.6, ECD=100, RV=50

Id_range | Start_value | End_value

1 1 50

2 51 100

Experiment No.7: The ECD=100, the RV=60. The index table that was created
for this experiment is shown in Table 4.7. The index table had two Ranges and we

determined 1 and 2 as the Id_ranges for those Ranges. The Start_values and the

End_values related to those Id_ranges are:

e Id_range =1, the Start_value = 1, and the End_value = 60.

e Id _range = 2, the Start_value = 61, and the End_value = 100.

Table 4.7: The Index Table for experiment no.7, ECD=100, RV=60

Id_range | Start value | End_value

1 1 60

2 61 100
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Experiment No.8: The ECD=100, the RV=70. The index table for this experiment
is shown in Table 4.8. The index table had two Ranges and we specified 1 and 2 as
the 1d_ranges for the Ranges. The Start_values and the End_values for the two

Id_ranges are:

e Id_range =1, the Start_value = 1, and the End_value = 70.

e Id_range = 2, the Start_value = 71, and the End_value = 100.

Table 4.8: The Index Table for experiment no.8, ECD=100, RV=70

Id_range | Start_value | End_value

1 1 70

2 71 100

Experiment No.9: The ECD=100, the RV=80. The index table for this experiment
is explained in Table 4.9. The index table had two Ranges and we determined 1
and 2 as the Id_ranges for the Ranges. The Start values and the End_values

specified for the two Id_ranges are:

e Id _range =1, the Start_value = 1, and the End_value = 80.
e Id range = 2, the Start_value = 81, and the End_value = 100.

Table 4.9: The Index Table for experiment no.9, ECD=100, RV=80

Id_range | Start value | End_value

1 1 80

2 81 100
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Experiment No.10: The ECD=100, the RV=90. The index table for this
experiment is shown in Table 4.10. The index table had two Ranges and we
specified 1 and 2 as the Id_ranges for the Ranges. The Start values and the

End_values for the two Id_ranges are:

e Id_range =1, the Start_value = 1, and the End_value = 90.
e Id_range = 2, the Start_value = 91, and the End_value = 100.

Table 4.10: The Index Table for experiment no.10, ECD=100, RV=90

Id_range | Start_value | End_value

1 1 90

2 91 100

Experiment No.11: The ECD=100, the RV=100. The index table for this
experiment is illustrated in Table 4.11. In this experiment, the index table had one
Range and we specified 1 as an Id_range for this Range. The determined

Start_value and End_value for this Id_range are 1 and 100 respectively.

Table 4.11: The Index Table for experiment no.11, ECD=100, RV=100

Id_range | Start_value | End_value

1 1 100
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4.2.2 The Experiments of the Search Scenario:

In the second scenario of the study experiments, the enhanced ROPE model is
examined in the case of retrieving data from the database server. It performs eleven
experiments, corresponded to those of the insert operation, to test the search operation in
the enhanced ROPE model. These experiments aimed to compute the ThS and the RRbCS
parameters while searching for similar values with a fixed sequence. Hence, random
twenty numbers from 1 to 100 are selected to search for them in all of the search
experiments. The twenty numbers are: 95, 93, 40, 64, 26, 66, 19, 46, 3, 47, 91, 38, 12, 16,
8, 53, 56, 52, 99, and 24 sequentially. The search experiments are performed on the
databases that resulted from the insert experiments. That is, the resulting ordered database
from each insert experiment in a specific RV is used to search for the target values in the
same RV. Practically, the resulted database from experiment no.1 of the insert scenario is
used to conduct experiment no.1 of the search scenario. And the resulted database from
experiment no.2 of the insert scenario is used to conduct experiment no.2 of the search
scenario. Table 4.12 shows the details of the eleven experiments of the search operation. It

explains the database, the index table, and the RV that are used for every experiment.
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Table 4.12: The search operation experiments

-Ic-)hifae;g;h The used database The Index | The
be Table | RV
experiment no.
. From riment no.1 of the inser
Experiment no.1 om experiment 9 orthe insert Table 4.1 >
operation
. From riment no.2 of the inser 1
Experiment no.2 om experiment 9 of the insert Table 4.2 0
operation
. From riment no.3 of the inser 2
Experiment no.3 om experiment 930 the Insert Table 4.3 0
operation
. From riment no.4 of the inser
Experiment no.4 om experiment .0 ofthe insert Table 4.4 30
operation
. From riment no.5 of the inser 4
Experiment no.5 om experiment .050 the Insert Table 4.5 0
operation
Experiment no.6 From experiment n9.6 of the insert Table 4.6 50
operation
. F iment no.7 of the insert 60
Experiment no.7 rom experimen n.0 OT e InSer Table 4.7
operation
. F iment no.8 of the insert 70
Experiment no.8 rom experimen n.0 OT e Inser Table 4.8
operation
. F iment no.9 of the insert 80
Experiment no.9 rom experimen n.0 OT e Inser Table 4.9
operation
Experiment From experiment n(?.lo of the insert Table 4.10 90
no.10 operation
Experiment From experiment n(?.llofthe insert Table 4.11 100
no.11 operation
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4.3 The mOPE Model Implementation:

On the other hand, the study simulates the mOPE model in two subprograms to
conduct the experiments for the two scenarios as well as the enhanced ROPE model. The
first subprogram, subprogram 1, is to conduct the insert operations experiment. And the
other one, subprogram 2, is to conduct the search operations experiment. The data used for
the experiments is the same as the enhanced ROPE model. The experiments of this model
are aimed to compute only the requests and responses between the client and the server
during performing the operations. This is because the mOPE model organizes all the
encrypted data in one OPE tree, and the server depends on the client to move over the OPE

tree.

The approach of mMOPE model experiments is explained in Figure 4-2. At the start,
the study conducts the insert operations experiment by running subprogram 1. This
program inputs the same sample of data that is used in the insert experiments of the
enhanced ROPE model. Then it runs subprogram 2 to conduct the search operations
experiment. It uses the resulted database from the insert experiment and the target values to

search for them.
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conduct the search operations
expenment
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them

Run the subprogram 2 to search
for the target values

The findings from the search
operations experiment

Figure 4-2: The mOPE model experiments approach




4.3.1 The Experiment of the Insert Scenario:

On the other hand, the study conducts the insert experiment in the mOPE model.
To be more precise, the experiment used the sample of data that was used in the insert
experiments of the enhanced ROPE model. And run subprogram 1 to simulate the model

structure.

Note that, this model organizes all the encrypted data in one OPE tree, this is why it
conducts one experiment for the insert operations. Also, the server relies on the client to
move over the OPE tree. Therefore, the experiment aims to compute the results of the
RRDCS after inserting the 100 numbers.

4.3.2 The Experiment of the Search Scenario:

In contrast, the study implements search operations in the mOPE model. It
conducts the search experiment by running subprogram 2 to search for the target values.
To be more precise, it searches for the same target values in the same sequence as the
enhanced ROPE search experiments. It uses the database that resulted from the insert
experiment. Also, this experiment aims to find RRbCS after completing the search

operations.

4.4. Summary:

This chapter presents the implementation of the ROPE model facing the mOPE model. To
validate the research methodology, eleven experiments of the insert operations were
performed using eleven different RVs for the ROPE model. Also, the same sample of data
in a fixed sequence was used for all experiments. The resulted databases from the insert
experiments were used to conduct another eleven experiments of the search operations
scenario in the ROPE model. Besides, two experiments were conducted for the mOPE
model. The first one for the insert operations scenario, which used the similar sample of
data as the insert experiments of the enhanced ROPE model. The resulted database from
the insert experiment was used for the search operations experiment. The search
experiment was searched for the same target values in the search experiments of the
enhanced ROPE model.
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CHAPTER V

RESULTS AND DISCUSSIONS

5.1 Introduction:
This chapter presents the results of the enhanced Ranges Order Preserving
Encryption (ROPE) model experiments and the mutable Order Preserving Encryption

(mOPE) model experiments and discusses the achieved results.

5.2 Results:

Table 5.1 shows the findings after inserting the data in the enhanced ROPE model
which are the final results of the Tests by the Server (TbS) and the Requests and Responses
between the Client and the Server (RRbCS). The table explains the outcomes from the
eleven experiments, each row for a particular experiment with a specific number. For each
one of them, the RV column addresses the Range_Value (RV) that used to create the index
table, the TbS column describes how many times the server tests the stored Id_ranges to
find the right 1d_ranges that points to the target OPE trees and the RRbCS column shows
the requests and responses between the client and the server to reach the right positions in
the target OPE trees.
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Table 5.1: The results of the insert operations experiments in the enhanced ROPE

model
Experiment no. RV ThS RRDbCS
1 5 1050 482
2 10 550 652
3 20 300 816
4 30 240 918
5 40 200 970
6 50 150 1066
7 60 160 1058
8 70 170 1084
9 80 180 1108
10 90 190 1174
11 100 100 1272
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Moreover, Table 5.2 shows the final results of the eleven experiments of the search
operations in the enhanced ROPE model. For the eleven experiments, the table illustrates
the RV that used to create the index table before, the ThS to find the right 1d_ranges that
points to the target OPE trees, and the RRbCS to reach the right positions in the target OPE
trees respectively.

Table 5.2: The results of the search operations experiments in the enhanced ROPE

model
Experiment no. RV ThS RRDbCS

1 5 198 88

2 10 124 106
3 20 56 132
4 30 51 146
5 40 42 180
6 50 31 180
7 60 34 180
8 70 36 216
9 80 36 214
10 90 36 212
11 100 20 224
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Furthermore, Table 5.3 shows the final result of the requests and responses between
the client and the server after inserting the data in the mOPE model. As we mentioned
before, the mOPE model performs all tasks over the network. Because of this, The TbS

column records nothing.

Table 5.3: The result of the insert experiment in the mOPE model

RRbCS TbS

1272 —

However, Table 5.4 shows the outcomes after searching the target values in the
mOPE model.

Table 5.4: The result of the search operations in the mOPE model

RRbCS TbS

224 -

5.3. Discussions:

This section discusses the achieved results and makes some comparisons. It focuses
on the results of the TbS and the RRbCS in the enhanced ROPE model, and the results of
the RRbCS in the mOPE model. Moreover, the RRbCS of the two models is employed to
make comparisons between the two models, while monitoring the TbhS behavior of the

enhanced model.

Back to the results of the insert operations experiments in the enhanced ROPE
model (Table 5.1 — page-63). It is observed that the enhanced ROPE scheme behaves
better for the small RVs than the greater ones. The increase of the RV produces a

significant increase in the RRbCS besides decreasing in the ThS. This is not surprising
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since the great RV generates a few Ranges in the index table, hence a few OPE trees in the
server. Consequently, the size of the OPE trees is growing and hence their height. For the
same reasons, those experiments of the RVs are greater than 50 have a lower change in the
TbhS and the RRbCS than those of the RVs are less than or equal to 50. The RRbCS
records the greatest value when the RV is equivalent to the ECD (experiment no 11). In
this case, all the data organized in one OPE tree, the TbS records the lowest result, and the
RRDCS records the highest result. This case is the worst case of the enhanced ROPE model
since it performs most of the tasks across the network.

On the other side, return to the results of the insert operations experiments in the
mOPE model (Table 5.3 — page-65). It is observed that the insertion of the data costs the
system 1272 RRbCS. Remember that, the insert operations experiment in the mOPE model
behaves like the eleventh experiment of the insert operations in the enhanced ROPE model
(Table 5.1 — page -63) since both of them are inserting the same data and organized the data
in one OPE tree. Moreover, the mOPE model and the last experiment of the insert
operations in the enhanced ROPE model are executing 1272 RRbCS to perform the insert
operations. Recall from the previous mentioned that, the order of encrypted data in one
OPE tree represents the worst case of the ROPE model. This means, the enhanced ROPE
model gets the same result as the mOPE model in it is worst-case otherwise it behaves
better than the mOPE model.

Moreover, in the results of the search operations experiments in the enhanced ROPE
model (Table 5.2 — page-64), it is observed that the greater RV produces few TbS and more
RRDCS than the smaller one to retrieve data. The more RV decreases, the higher the ThS
gets and the lower RRbCS obtains. This attributes to the fact that the small RV produces
more OPE trees and hence lower tree depth in the server than the greater RV. This is
appearing clearly in experiments no: 1, 2, 3, and 4 they record a significant decrease in the
TbhS and significant increases in the RRbCS due to the RV increasing. Whereas in
experiments no: 7, 8, 9, 10, and 11 they record a few changes in the TbS and the RRbCS
despite the increase of the RV. This is because all of these experiments are order the same
data in two OPE trees. Another reason that affects the findings of these experiments is the

distribution of the target values in the OPE trees, especially in experiment 5, 6, and 7.
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Besides, experiment no 11 registers the lowest value in the TbS and the highest value in the
RRbCS.

On the other hand, the study registers the results of the search operations in the
mOPE model (Table 5.4 — page-65). It is observed that the search operations for the target
numbers cost the system 224 RRDCS, the same result as the eleventh experiment of the
search operations in the enhanced ROPE model. Remember that, the search operations
experiment in the mOPE model behaves as same as the eleventh experiment of the search
operations in the enhanced ROPE model. (Table 5.2 — page-64) since both of them are
searching for the same values in the same database structure (one OPE tree).

Generally, the enhanced ROPE approach eliminates the server's relies on the client
and allows the server to perform part of tasks. The use of the small RVs reduces the
RRDCS rather produces higher overload on the server (TbS), of course, the greater RV
results in the opposite.

5.4. Summary:

This chapter presents the results of the conducted experiments. It shows the results
for the eleven experiments of the insert operations and the eleven experiments of the search
operations in the enhanced ROPE model. Also, it illustrates the results of the insert
operation experiment and the search operations in the mOPE model. Moreover, it

compares the obtained results from the two models and discusses the achieved results.
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CHAPTER VI

THE ENHANCED ROPE MODEL EVALUATION

6.1. Introduction:

This chapter evaluates the enhanced Ranges Order Preserving Encryption (ROPE)
model facing the mutable Order Preserving Encryption (mOPE) model. The evaluation is
presenting in terms of two aspects: security, and performance. The security evaluation is
proved from the mOPE model security. The performance evaluation is judged by
comparing the achieved results of the Requests and Responses between the Client and The
Server (RRbCS), and the Tests by the Sever (TbS) in the two scenarios in both of the

models.

6.2  Security Evaluation:

Since the enhanced ROPE model is order-preserving encryption, it reveals nothing
in addition to order. The justification of why the enhanced ROPE model is secure can be
proved from the mOPE model. In Popa’s mOPE, they prove that their OPE model is ideal-
security OPE model and it achieves Indistinguishability under Ordered Chosen-Plaintext
Attack (IND-OCPA) security where the data is ordered in one OPE tree. Further, the server
knows nothing besides the order of data in the whole OPE tree consistently. Indifference to
theirs, the enhanced ROPE scheme orders the data in sub-OPE trees based on the length of
the Range_Value (RV). The server knows nothing besides the order of the target OPE tree.
Therefore, the enhanced ROPE model is ideal-security OPE and achieves IND-OCPA
security. More interesting, the sub-OPE trees aren’t sequentially presented on the server.

This feature adds some aspects of security to the ROPE model.

An important fact of the enhanced ROPE model is that when the RV is equivalent to
the Expected Client’s Data (ECD) then the data is ordered in one OPE tree. This case has
the same structure as the mOPE model. Therefore, it provides the same level of security as
the mOPE one.
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Moreover, If we decrease the RV value then the depth of the OPE trees becomes
smaller and the amount of the ordering information known by the server becomes lower.
The security level provided in such a case needs to be justified. Hence, it can be said that
the security of the enhanced ROPE model is at least as good as the security of the mOPE
model.

6.2. Performance Evaluation:

The performance evaluation of the enhanced ROPE model depends on the making
efforts in both of the client and the server. The client efforts and the server efforts that
affect the enhanced ROPE model performance are:

= The client efforts:
» Searches the appropriate 1d_range in the index table for the searched value.
» Encrypts the Id_range and asks the server to find it.
» Performs the encryption operation for the inserted value.
» Helps the server to move over the OPE tree to reach the right position or to
find the searched value, by doing the following:
v' Performs the decryption operations for the returned results
from the server.
v' Performs the comparison operations between the searched
value and the returned results from the server.
=  The server efforts:
» Searches the encrypted Id_range, which produced the ThS.
» Searches the right position in the OPE tree, which produced the RRbCS.

However, to be more precise the search operation in the enhanced ROPE model
needs a search for a suitable Id_range in the index table and an encryption operation for
the searched Id_range. Recall that, these two operations are performed locally in the
trusted party (at the client-side) and only one time before requesting the server. It's
suggested that to serve these operations as part of the services. Also, it needs to study the
impact of the search for the right Id_range in the index table and its encryption operation
on the overall system performance. Hence, the part of the client efforts is added to future
works. This research focuses on the RRbCS as mentioned earlier.
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Moreover, this research evaluates the performance of the ROPE model employing
the RRbCS and the ThS (the server efforts). To do that, the research aims to answer the
following questions:

e What is the impact of the RV length on the outcomes of the RRbCS and the ThS?

e Does the enhanced ROPE model reduce the RRbCS more than Popa’s mOPE

model?

To answer the above questions, the study observes the behavior of the RRbCS and
TbS of the enhanced ROPE model in different RVs compared to the mOPE model. It
considers the results of the insert operations experiments and the search operations
experiments that were performed to implement and test the enhanced ROPE model
compared to the mOPE model (chapter V). It is been noticed that from the achieved results
(Table 5.1 page-63, Table 5.2 page-64, Table 5.3 page-65, Table 5.4 page-65):

= The more RV decreases in the enhanced ROPE model, the more RRbCS reduces
and more TbS produces.

= Hence, the smallest RVs have a lower RRbCS than the mOPE model, further; they
have higher TbS.

Generally, we can summarize the following:

e The small RV enhances the RRbCS over the network while produces more

overload on the server.

e The great RV eliminates the overload on the server while increasing the
RRDCS over the network.

However, to reduce the RRbCS of the mOPE model the enhanced ROPE model
adds some overload in the server (TbS). Recall that, one of the research objectives is to
reduce the server relies on the client in the mOPE model by making the server doing parts
of the search operations and without knowing any things besides the order. Moreover, this
research concerns about the RRbCS factor because it performs the tasks globally through
the network. As we know, transmitting over the network may face more problems than
performing tasks locally in the server (ThS). Moreover, the overload on the server can be

solved by upgrading the equipment at the server-side to provide high processing. Another
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solution is to take advantage of the provided services to serve the ThS as a part of the
service. To be more precise the study needs to unify the measurement of the performance
in the enhanced ROPE model (the client efforts and the server efforts). This point will be
added to future works.

From all the above mentioned, it can be said that the enhanced ROPE model
succeeds in reducing the RRbCS of the mOPE model. Moreover, the enhanced ROPE
model behaves better than the mOPE model, especially with the small RV. The
experiments on the sample data (where the Expected Client’s Data =100) shows the best
outcomes when the RV is less than halve of the ECD, especially when the RV equals 20
and 30. Finally, it is suggested to use the small RV concerning the overhead produced at
the server. By means, if the system provides the highest processors it can be allowed to
implement the smallest RV. Consequentially, it enhances system performance.

6.3. The Enhanced ROPE Model Features:

Moreover, the enhanced ROPE model has some key features that distinguish it from

the mOPE model. The following points describe these features:

1. The data is organized in sub-OPE trees in the server.

2. The search operation is performed in the target sub-OPE tree.

3. The update of the database storage is accomplished only on the related sub-
OPE tree.

4. The server knows only the order of the target sub-OPE tree.

6.4. Comparison between the Enhanced ROPE Model and the mOPE Model:

Table 6.1 makes a comparison between the mOPE model and the enhanced ROPE

under some criteria.
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Table 6.1: Comparison between the mOPE model and the enhanced ROPE model

Criteria The mOPE Model The Enhanced ROPE Model
The data
organization in the In one OPE tree In sub-OPE trees
server

Using an indexing

. No Yes
mechanism
The server relies on
the client to process .
Totall Partiall
the search y y
operations

The update of the
database storage

In the whole OPE tree

In the target sub-OPE tree

The client efforts in
the search process

v' Performs encryption
operations.

v Performs the decryption
operations.

v' Makes the comparison
operations.

v" Searches the I1d_range
in the index table.
v Encrypts the Id_range.

v' Performs  encryption
operations.

v Performs the decryption
operations.

v" Makes the comparison
operations.

The server efforts
in the search
process

v' Searches the  right
position in the whole
OPE tree with the
client's help.

v’ Searches the encrypted
Id_range.

v’ Searches the right
position in the target
OPE tree with the
client's help.

The server knows

The order of the whole OPE
tree

The order of the target sub-
OPE tree

Security

IND-OCPA

IND-OCPA
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6.5. Summary:

This chapter evaluates the enhanced ROPE model in terms of security and
performance. It proves the security of the enhanced ROPE model from the security of the
mOPE model. It observes the achieved results to show the impact of the RV on the RRbCS
and the TbS of the enhanced ROPE. Moreover, it is seen that it is better to implement the
small RV for the enhanced ROPE model to reduce the RRbCS.
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CHAPTER VII

CONCLUSIONS AND FUTURE WORKS

7.1. Conclusion:

This study proposes the enhanced Ranges Order Preserving Encryption (ROPE)
model improved from the mOPE model, to enhance the performance of the search over
encrypted data in cloud computing, by reducing the Requests and Responses between the
Client and the Server (RRbCS). The ROPE model employs the index table to speed up the
search processes and to facilitate the search processes for the appropriate positions in the
server. Based on the index table knowledge and the applied technique for preserving the
order of encrypted data, the client’s data is organized in sub-OPE trees in the server.
Moreover, the OPE trees are not sequenced in the server. Besides, the proposed ROPE
model enables the server to perform part of the search processes independently.

From the evaluation, it was found that the proposed enhanced ROPE model is a
very efficient OPE scheme. Because it was demonstrated that, it provides some good
features in the model design that were not found in the mOPE model. Rather, it reduces the
RRbCS more than the mOPE model.

At the beginning of this study, the research problem was outlined in three Research
Questions (RQ) which were mapped to lead the direction of the study as well as guide the
model towards the research's main goal. Here it shall examine these questions one more

time to show how the achieved results help to answer them.

RQ1: How to reduce the RRbCS in the mOPE model?

One problem of the mOPE model is the high RRbCS it performed. This because it
comprises the client’s data in one OPE tree. This is solved in the proposed enhanced
ROPE model by splitting the one OPE tree to be sub-OPE trees regarding the index
table. Moreover, the search process is performed in the intended sub-OPE tree. And
the server needs to search only over the intended OPE tree. Therefore, instead of
returning to the client in all cases, the server just return to the client after it reaches the
intended OPE tree.
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RQ2: How to reduce the dependence of the server on the client in the mOPE model?

In the mOPE model, the use of one OPE tree makes the server usually needs the client's

help to perform the search processes. Indifference to theirs, the enhanced ROPE model

performs the search processes specifically in the target OPE tree. Also, to reach the

target OPE tree, the enhanced ROPE model enables the server to search for the suitable

Id_range that points to the intended OPE tree independently without returning to the

client.

RQ3: What is the effect of the RV length on the RRbCS?

The proposed enhanced ROPE model results show that the length of the RV is mainly

affected the achieved findings of the RRbCS. The proposed enhanced model evaluation
demonstrates that the small RV reduces the RRbCS more than the mOPE model and

subsequently affects the performance of the search processes.

7.2

Thesis Contributions:

This thesis proposes the enhanced ROPE model to enhance the performance of

search over encrypted data. The proposed model can be adapted to the encrypted databases

and could use to compute over encrypted data especially for the sort operations. The main

contributions of this thesis are:

1.
2.

Propose an enhanced OPE model for search over encrypted data.

Reduce the RRbCS of search operations over encrypted data compared to the
mOPE model.

Reduce the dependence of the server on the client to process the search operations.
Permit the server to perform part of the search processes.

Provide the IND-OCPA for the enhanced OPE model.
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7.3 The Future Works:

The thesis achieved all the objectives of the study by designing the sub-OPE

trees combined with the introduced index table. An enhanced OPE model is proposed to

improve the mOPE model. However, several research opportunities still exist and further

research can be conducted into them.

The future work will be achieved as the following objectives:

v

To study the client efforts in the enhanced ROPE model and its impact on the
whole system performance.

To unify the performance measurement in the enhanced ROPE model, by
unifying the measurement of the client efforts and the server efforts.

To study the security of the enhanced ROPE model by considering an accurate
measurement.

To study how to deal with the extra storage for the client without affecting the
system performance.

To study the ROPE model in reality by enabling integration with the cloud

Database system.
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Appendices

Appendix A

The enhanced ROPE Model Source Code:

Subprograml: Creates the index table and prepares the database by allocating the

Id_ranges.

#include <stdio.h>
#include <conio.h>
#include <stdlib.h>

#include <malloc.h>

int range_val=100;
int data_size=100;
int num[500];

[*The trusted party Generates ranges and store them randomly in a file.

This function run only one time..

Build the file with range id in the first column and zeros in rows.*/

void insert_id(int range_val)

{ FILE *f; FILE *f2;
int temp,i,j,r K;

int count_range=(data_size/range_val);
if((data_size%range_val)!=0)
count_range++;
printf(*\n The index table has %d ranges\n”,count_range);
for(temp=0, i=1; temp<count_range; i++,temp++)

num[temp]=i;
srand(time(NULL));

for(i=count_range-1; i>0; i--)
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{r=rand()%i;
temp=num[i];
num[i]=num(r];
num[r]=temp;
}
f = fopen(*range100.txt", "w");
f2 = fopen("'r100.txt", "w");
if((f == NULL)||(f == NULL))
printf("\n Error opening file");
else
{
for(i=0; i<count_range; i++)
{
k=numl[i];
fprintf(f,"%d " k);
fprintf(f2,"%d " k);
for(j=1; j<=(range_val*2); j++)
{
fprintf(f,"%d ",0);
fprintf(f2,"%d ",0);
}
fprintf(f,"\n"); fprintf(f2,"\n");
}
Ylelse
printf("\n The two files are ready\n");
fclose(f); fclose(f2);

}

int main()

{

printf("\n Generate ranges and store them in file");
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insert_id(range_val);
return O;

hy
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Subprogram2: The Insertion Program.

#include <stdio.h>
#include <conio.h>
#include <stdlib.h>
#include <malloc.h>

int range_val=5;

int data_size=100;
int num[500];

int countl;

int count2;

/lint val;

FILE *f; FILE *f2;

struct Node
{
int key;
struct Node *left, *right;
int height;
3

//Get maximum of two integers.
int max(int a,int b)
{
return(a>b)? a:b;
}
/lget the height of the tree.
int height(struct Node *N)
{
if(N==NULL)
return O;
return N->height;
}
/[Allocte a new node with the give null left and right pointer.
struct Node*newNode(int key)
{
struct Node* node= (struct Node*) malloc(sizeof(struct Node));
node->key=key;
node->left=NULL;
node->right=NULL;
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node->height=1;
return(node);

¥

struct Node *rightRotate(struct Node *y)
{

struct Node *x=y->left;

struct Node *t2=x->right;

[Iperform rotation
x->right = y;
y->left = t2;

/lupdate heights
y->height = max(height(y->left), height(y->right))+1;
x->height = max(height(x->left), height(x->right))+1;

//Return new root
return x;

¥

struct Node *leftRotate(struct Node *x)
{

struct Node *y = x->right;

struct Node *t2 = y->left;

[Iperform rotation
y->left = x;
X->right = t2;

/lupdate heights
x->height = max(height(x->left), height(x->right))+1;
y->height = max(height(y->left), height(y->right))+1;

//Return new root
returny;

}

/IGet balance factor of node N.
int getbalance(struct Node *N)

{
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if (N == NULL)
return O;
else
return (height(N->left)- height(N->right));
k

/lInsert a value to AVL tree in a row with counter.
struct Node* insert(struct Node* node, int key)

{

/1 1. Perform the normal BST insertion.
if(node == NULL)
{

count2=count2+2;
return(newNode(key));

¥
if(key < node->key)

{

count2=count2+2;
node->left = insert(node->left key);

}
else if(key > node->key )

{

count2=count2+2;
node->right = insert(node->right,key);

}

else //equal keys are not allowed in BST
{count2=count2+2;
return node;

}

/I 2. Update height of this ancestor node.
node->height = 1 + max(height(node->left), height(node->right));

//Get balance factor of this ancestor node.
int balance = getbalance(node);

//1f this node becomes unbalanced, then there are 4 cases:
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//Left Left case:
if((balance > 1) && (key < node->left->key))
return rightRotate(node);

//Right Right case:
if((balance < -1) && (key > node->right->key))
return leftRotate(node);

//Left Right case:
if((balance > 1) && (key > node->left->key))
{node->left = leftRotate(node->left);
return rightRotate(node);
}
/IRight Left case:
if((balance < -1) && (key < node->right->key))
{node->right = rightRotate(node->right);
return leftRotate(node);
}
/Ireturn the unchanged node pointer.
return node;
}
/IReconsrtuct & Build AVL tree from row without counter.
struct Node* insert2(struct Node* node, int key)
{
/I 1. Perform the normal BST insertion.
if(node == NULL)
{
return(newNode(key));
}
if(key < node->key)
{

node->left = insert2(node->left, key);

}
else if(key > node->key )

{
node->right = insert2(node->right,key);

}

else //equal keys are not allowed in BST

{

return node;
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¥

/I 2. Update height of this ancestor node.
node->height = 1 + max(height(node->left), height(node->right));

//Get balance factor of this ancestor node.
int balance = getbalance(node);

//1f this node becomes unbalanced, then there are 4 cases:

//Left Left case:
if((balance > 1) && (key < node->left->key))
return rightRotate(node);

//Right Right case:
if((balance < -1) && (key > node->right->key))
return leftRotate(node);

//Left Right case:

if((balance > 1) && (key > node->left->key))
{node->left = leftRotate(node->left);

return rightRotate(node);

}

/IRight Left case:

if((balance < -1) && (key < node->right->key))
{node->right = rightRotate(node->right);
return leftRotate(node);

}

/Ireturn the unchanged node pointer.

return node;

}

/I 'Writes the tree values in a file in preorder traversal.
void store(FILE* fp,struct Node *root)
{
if(root!= NULL)
{
fprintf(fp,"%d ",root->key);
store(fp,root->left);
store(fp,root->right);
}
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}
[[function to write a row contents in a correspondind row in an helper file
void copy(int id)
{
int k,k2;
/lint m=0;
f = fopen(“range5.txt", "r+");
f2 = fopen("'r5.txt", "r");
if((f == NULL)||(f2 == NULL))
printf("\n Error opening file");
else
{
fscanf(f2,"%d",&k?2);// first id in file
while(!feof(f2))
{
if(k2==id)
{
fscanf(f,"%d", &k);
while(!feof(f))
{ if(k==id)
{
fseek(f,1,SEEK_CUR);
fseek(f2,1,SEEK_CUR);
fscanf(f2,"%d",&k2);
while(k2>0)
{
fprintf(f,"%d " ,k2);
fscanf(f2,"%d",&k2);
}
if(k2==0)
break;
}
else
fseek(f,(range_val*4),SEEK_CUR);
fscanf(f,"%d",&K);
Hiwhile
if(k2==0)
break;
}
else
fseek(f2,(range_val*4),SEEK_CUR);
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fscanf(f2,"%d",&k?2);
Hiwnhile
}lelse
fclose(f); fclose(f2);
}
/[The server Checks a suitable range_id inside the file to insert a value .
void check_id(int id,int val)
{
struct Node *root=NULL;
int X,x2,m;
f = fopen(“range5.txt", "'r");
f2 = fopen("'r5.txt", "r+");
if((f == NULL)||(f2 == NULL))
printf("\n Error opening file");
else
{ fscanf(f,"%d",&x);// search for id
while(!feof(f))
{
if(x==id)//find range_id for a value
{
countl++;
fseek(f,1,SEEK_CUR);
fscanf(f,"%d",&m);
while(m>0)//restore a tree from a row
{
root = insert2(root,m);
fscanf(f,"%d",&m);
}
root= insert(root,val);
if(m==0)
break;
}

else//k!=id
fseek(f,(range_val*4),SEEK_CUR);//4 digits for each number
countl++;
fscanf(f,"%d", &x);
Hiwhile
/I copy a row in an assistant file
fscanf(f2,"%d",&x2);
while(!feof(f2))
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{
if(x2==id)

{
fseek(f2,1,SEEK_CUR);
store(f2,root);
break;

}

else

fseek(f2,(range_val*4),SEEK_CUR);//4 digits for each number

fscanf(f2,"%d", &x2);
Hiwhile

}
fclose(f); fclose(f2);

}
/[Proxy Calcolate suitable range_id for a value to insert it.
int get_range(int val)
{
int id=(val/range_val);
if((val%range_val)!=0)
id++;
return id;

¥

/IGenerate random numbers ftom min to max and insert them in model2
void rand_in()
{
FILE *f;
f=fopen("in100.txt","r");
count1=0; count2=0;
int k,id;
while(!feof(f))
{
fscanf(f,"%d ",&K);
id=get_range(Kk);
check_id(id,k);
copy(id);
}
fclose(f);

}

int main()
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FILE *f;
printf( "\n Uses the generated data ");

rand_in();

printf("\n Insert is complete\n™);

f=fopen("counter.txt","a+");

fprintf(f,"\n Range =5 ThS=%d RRbCS=%d \n",countl,count2);
fclose(f);

return O;
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Subprogram 3: The Search Program.

#include <stdio.h>
#include <conio.h>
#include <stdlib.h>
#include <malloc.h>

int range_val=100;
int count1=0;
int count2=0;
struct Node
{
int key;
struct Node *left, *right;
int height;
3

struct Node *root;

//Get maximum of two integers.

int max(int a,int b)

{

return(a>b)? a:b;

}

/lget the height of the tree.

int height(struct Node *N)

{

if(N==NULL)
return O;
return N->height;

}

/[Allocte a new node with the give null left and right pointer.

struct Node*newNode(int key)

{

struct Node* node= (struct Node*) malloc(sizeof(struct Node));
node->key=Kkey;
node->left=NULL;
node->right=NULL;
node->height=1;
return(node);
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struct Node *rightRotate(struct Node *y)
{

struct Node *x=y->left;

struct Node *t2=x->right;

[Iperform rotation
x->right = y;
y->left = t2;

/lupdate heights
y->height = max(height(y->left), height(y->right))+1;
x->height = max(height(x->left), height(x->right))+1;

//Return new root
return x;

¥

struct Node *leftRotate(struct Node *x)
{

struct Node *y = x->right;

struct Node *t2 = y->left;

[Iperform rotation
y->left = x;
X->right = t2;

/lupdate heights
x->height = max(height(x->left), height(x->right))+1;
y->height = max(height(y->left), height(y->right))+1;

//Return new root
returny;

}

//Get balance factor of node N.
int getbalance(struct Node *N)
{
if (N ==NULL)
return O;
else
return (height(N->left)- height(N->right));
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¥

/lInsert a value to AVL tree in a row with counter.
struct Node* insert(struct Node* node, int key)

{

/! 1. Perform the normal BST insertion.
if(node == NULL)

{
return(newNode(key));

¥
if(key < node->key)

{

node->left = insert(node->left key);

¥
else if(key > node->key )

{
node->right = insert(node->right,key);

¥

else //equal keys are not allowed in BST

{

return node;

¥

/I 2. Update height of this ancestor node.
node->height = 1 + max(height(node->left), height(node->right));

//Get balance factor of this ancestor node.
int balance = getbalance(node);

//1f this node becomes unbalanced, then there are 4 cases:

//Left Left case:
if((balance > 1) && (key < node->left->key))
return rightRotate(node);

/IRight Right case:
if((balance < -1) && (key > node->right->key))
return leftRotate(node);

//Left Right case:
if((balance > 1) && (key > node->left->key))
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{node->left = leftRotate(node->left);
return rightRotate(node);
}
/IRight Left case:
if((balance < -1) && (key < node->right->key))
{node->right = rightRotate(node->right);
return leftRotate(node);
}
/Ireturn the unchanged node pointer.
return node;
}
/[Proxy Calcolate suitable range_id for a value to insert it.
int get_range(int val)
{
int id=(val/range_val);
if((val%range_val)!=0)
id++;
return id;

¥

void search(struct Node* node, int key)

{

if(node '=NULL)
{
if(key < node->key)
{
count2=count2+2;
search(node->left,key);
Yelse
if(key > node->key )
{
count2=count2+2;
search(node->right,key);
}else /lequal keys are not allowed in BST
if(key==node->key)
{
count2=count2+2;
/I printf(*\n Element is found");
Jelse
printf(*\n element is not found.");
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}
}
void restore(FILE* f,int id, int val)
{
struct Node *root=NULL;
int m,x;
/[count1=0;
fscanf(f,"%d", &x);
while(!feof(f))
{
if(x==id)//find range_id for a value
{ /lread all elements in this row val and build tree
countl++;
fseek(f,1,SEEK_CUR);
fscanf(f,"%d",&m);
while(m>0)//&&(c<=range_val))
{
root = insert(root,m);
fscanf(f,"%d",&m);
}
search(root,val);
if(m==0)
break;
}
else//x!=id
fseek(f,(range_val*4),SEEK_CUR);//10numbers + 10space
countl++;
fscanf(f,"%d", &x);
Hiwhile

}

int main()

{
FILE* f; FILE* f2; FILE* f3;
int val,id;
f2 =fopen("20rand.txt", "r");
f3 =fopen("Search2_count.txt", "a+");
if((f==NULL)||(f2==NULL)||(f3==NULL))
printf(*\n Error to open file");

else

{fscanf(f2,"%d",&val);
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while(1feof(f2))
{

id=get_range(val);

f =fopen(“'range100.txt", "r");
restore(f,id,val);
fscanf(f2,"%d",&val);
fclose(f);

}
fprintf(f3,"\nRange :100 count1=%d count2=%d\n",countl,count2);

printf(*\n Search is Complete..\n");
fclose(f2); fclose(f3);
return O;
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Appendix B

The mOPE Model Source Code:
Subprograml: The Insertion Program.

#include <stdio.h>
#include <conio.h>
#include <stdlib.h>
#include <malloc.h>

int num[500];
int count=0 ;

struct Node
{
int key;
struct Node *left, *right;
int height;
¥

struct Node *root;

//Get maximum of two integers.
int max(int a,int b)
{
return(a>b)? a:b;
}
/lget the height of the tree.
int height(struct Node *N)
{
if(N==NULL)
return O;
return N->height;
}
/[Allocte a new node with the give null left and right pointer.
struct Node*newNode(int key)

{
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struct Node* node= (struct Node*) malloc(sizeof(struct Node));
node->key=Kkey;
node->left=NULL;
node->right=NULL;
node->height=1;
return(node);

¥

struct Node *rightRotate(struct Node *y)
{

struct Node *x=y->left;

struct Node *t2=x->right;

[Iperform rotation
x->right = y;
y->left = t2;

/lupdate heights
y->height = max(height(y->left), height(y->right))+1;
x->height = max(height(x->left), height(x->right))+1;

//Return new root
return x;

¥

struct Node *leftRotate(struct Node *x)
{

struct Node *y = x->right;

struct Node *t2 = y->left;

/Iperform rotation
y->left = x;
X->right = t2;

/lupdate heights
x->height = max(height(x->left), height(x->right))+1;
y->height = max(height(y->left), height(y->right))+1;

//Return new root
returny;
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//Get balance factor of node N.
int getbalance(struct Node *N)

{
if (N == NULL)
return O;
else
return (height(N->left)- height(N->right));
¥

/I To reconstruct a tree from a file without counter..
struct Node* insert2(struct Node* node, int key)

{

/1 1. Perform the normal BST insertion.
if(node == NULL)

{
return(newNode(key));

}
if(key < node->key)

{

node->left = insert2(node->left,key);

}
else if(key > node->key )

{
node->right = insert2(node->right,key);

}

else //equal keys are not allowed in BST

{

return node;

}

/I 2. Update height of this ancestor node.
node->height = 1 + max(height(node->left), height(node->right));

//Get balance factor of this ancestor node.
int balance = getbalance(node);

//1f this node becomes unbalanced, then there are 4 cases:
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//Left Left case:
if((balance > 1) && (key < node->left->key))
return rightRotate(node);

//Right Right case:
if((balance < -1) && (key > node->right->key))
return leftRotate(node);

//Left Right case:
if((balance > 1) && (key > node->left->key))
{node->left = leftRotate(node->left);
return rightRotate(node);
}
/IRight Left case:
if((balance < -1) && (key < node->right->key))
{node->right = rightRotate(node->right);
return leftRotate(node);
}
/lreturn the unchanged node pointer.
return node;
}
// Build AVL tree.
struct Node* insert(struct Node* node, int key)
{
// 1. Perform the normal BST insertion.
if(node == NULL)
{
count=count+2;
return(newNode(key));

}
if(key < node->key)

{

count=count+2;
node->left = insert(node->left,key);

}
else if(key > node->key )

{

count=count+2;
node->right = insert(node->right,key);
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¥

else //equal keys are not allowed in BST
{ count=count+2;
return node;

ky

Il 2. Update height of this ancestor node.
node->height = 1 + max(height(node->left), height(node->right));

//Get balance factor of this ancestor node.
int balance = getbalance(node);

//1f this node becomes unbalanced, then there are 4 cases:

//Left Left case:
if((balance > 1) && (key < node->left->key))
return rightRotate(node);

/IRight Right case:
if((balance < -1) && (key > node->right->key))
return leftRotate(node);

//Left Right case:
if((balance > 1) && (key > node->left->key))
{node->left = leftRotate(node->left);
return rightRotate(node);
}
/IRight Left case:
if((balance < -1) && (key < node->right->key))
{node->right = rightRotate(node->right);
return leftRotate(node);
}
/lreturn the unchanged node pointer.
return node;
}
/I 'Writes the tree values in a file in preorder traversal.
void store(FILE* fp,struct Node *root)

{
if(root!= NULL)
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{
fprintf(fp,"%d ", root->key);
store(fp,root->left);
store(fp,root->right);
}

}

/I Recostruct the tree from file.
void restore(FILE* fp)
{
struct Node *root=NULL;
int val;
while(!feof(fp))
{
fscanf(fp,"%d",&val);
root = insert2(root,val);
}
}

/Iread fixwd data from a file to insert in mOPE model
void read100()
{
FILE™* f; FILE* f1; int Kk, size;
f=fopen("in100.txt","r");
f1=fopen("data.txt","w");
while(!feof(f))
{
fseek(f1,0,SEEK_END);
size=ftell(f1);
if(size==0)
{fscanf(f,"%d ",&K);
fprintf(f1,"%d " ,k);
fclose(fl);
}

else

{

fl=fopen("data.txt","r");
restore(fl);
fscanf(f,"%d ", &K);
root=insert(root,k);
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fclose(f1);
f1=fopen("data.txt","w");
store(f1,root);

fclose(f1);

}
fclose(f);

¥

int main()

{
FILE *f;

read100();
f=fopen("counter.txt","a+");
fprintf(f,"” RRbCS=%d\n",count);
fclose(f);

printf("insert is completed™);
return 0;
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Subprogram2: The Search Program.

#include <stdio.h>
#include <conio.h>
#include <stdlib.h>
#include <malloc.h>

int count=0;
struct Node
{
int key;
struct Node *left,*right;
int height;
+
struct Node *root=NULL;

//Get maximum of two integers.

int max(int a,int b)

{

return(a>b)? a:b;

}

/lget the height of the tree.

int height(struct Node *N)

{

if(N==NULL)
return O;
return N->height;

}

/[Allocte a new node with the give null left and right pointer.

struct Node*newNode(int key)

{

struct Node* node= (struct Node*) malloc(sizeof(struct Node));
node->key=Kkey;
node->left=NULL,;
node->right=NULL;
node->height=1;
return(node);

}

struct Node *rightRotate(struct Node *y)
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struct Node *x=y->left;
struct Node *t2=x->right;

[Iperform rotation
x->right = y;
y->left = t2;

/lupdate heights
y->height = max(height(y->left), height(y->right))+1;
x->height = max(height(x->left), height(x->right))+1;

//Return new root
return x;

¥

struct Node *leftRotate(struct Node *x)
{

struct Node *y = x->right;

struct Node *t2 = y->left;

[Iperform rotation
y->left = x;
x->right = t2;

/lupdate heights
x->height = max(height(x->left), height(x->right))+1;
y->height = max(height(y->left), height(y->right))+1;

//Return new root
returny;

}

//Get balance factor of node N.
int getbalance(struct Node *N)
{
if (N ==NULL)
return O;
else
return (height(N->left)- height(N->right));
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/lnsert a value to AVL tree in a row with counter.
struct Node* insert(struct Node* node, int key)

{

/! 1. Perform the normal BST insertion.
if(node == NULL)

{
return(newNode(key));

¥
if(key < node->key)

{

node->left = insert(node->left key);

¥
else if(key > node->key )

{
node->right = insert(node->right,key);

¥

else //equal keys are not allowed in BST

{

return node;

¥

/I 2. Update height of this ancestor node.
node->height = 1 + max(height(node->left), height(node->right));

//Get balance factor of this ancestor node.
int balance = getbalance(node);

//1f this node becomes unbalanced, then there are 4 cases:

//Left Left case:
if((balance > 1) && (key < node->left->key))
return rightRotate(node);

/IRight Right case:
if((balance < -1) && (key > node->right->key))
return leftRotate(node);

//Left Right case:
if((balance > 1) && (key > node->left->key))
{node->left = leftRotate(node->left);
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return rightRotate(node);
}
/IRight Left case:
if((balance < -1) && (key < node->right->key))
{node->right = rightRotate(node->right);
return leftRotate(node);
}
/lreturn the unchanged node pointer.
return node;

}

/[Search for an element in tree

void search(struct Node* node, int key)

{

if(node '=NULL)

{
if(key < node->key)
{

count=count+2;
search(node->left,key);
Yelse
if(key > node->key )
{
count=count+2;
search(node->right,key);
}else /lequal keys are not allowed in BST
if(key==node->key)
{
count=count+2;
[lprintf("\n Element is found™);
Yelse
printf("\n element is not found.");

}

}
void restore(FILE™* f)

{
int m;
while(!feof(f))

{
fscanf(f,"%d",&m);

root = insert(root,m);
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¥

int main()
{
FILE* f; FILE* f2; FILE* f3;
int val;
f =fopen("data.txt", "r");
f2 =fopen("*20rand.txt", "r");
f3 =fopen("Searchl_count.txt", "a+");
if((f==NULL)||(f2==NULL)]|(f3==NULL))
printf("\n Error to open file");
else

{

restore(f);

[[fscanf(f2,"%d", &val);

while(!feof(f2))

{

fscanf(f2,"%d",&val);
search(root,val);

¥

fprintf(f3,"\n count=%d",count);
}

printf(*\n Search is completed."”);
return O;

¥
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