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Abstract

All (Erp) systems work primarily on the restructuring of companies and institutions and the elimination of old systems, but recently became the concept of integration between systems is common, because building new systems and canceling the old one waste the effort and money There is also a lack of information exchange between ERP and legacy systems in one organization, which results in the lack of reporting of the decision makers.

Old systems can be linked with (Erp) in order to avoid loss of time and effort and reduce the cost of building comprehensive systems. in addition, an integration model can be used to ensure that the integration process has been done correctly, the main objective of this study is to propose a model that can be used for link ERP system with the old systems already in place. In this framework, the model defines the steps necessary for integration between existing systems such as how to identify the points of integration, as well as the selection of appropriate techniques and other steps.

Two systems were selected and then linked using SOA technology to achieve the effectiveness of the proposed model, the implementation results showed a high rate of scalability, compatibility and performance.

the result of the implementation of the model are the integration of the two systems and the exchange of information with high performance using restful technology as the best technique for performance.
المستخلص

جميع أنظمة (ERP) تعمل في الأساس على إعادة هيكلة الشركات والمؤسسات وإزالة انظمتها القديمة ولكن مؤخراً أصبح مفهوم التكامل بين الأنظمة شائعاً لأن بناء الأنظمة الجديدة وإلغاء القديمة به هدر للجهد والمال، هناك نقص أيضاً في تبادل المعلومات بين (ERP) والأنظمة القديمة في المؤسسة الواحدة وذلك لتنافى ضياع الوقت والجهد وتقليل تكلفة بناء الأنظمة الشاملة، بالإضافة إلى ذلك يمكن استخدام نموذج تكامل لضمان أن عملية التكامل قد تتم بشكل صحيح. الهدف الرئيسي من هذه الدراسة هو اقتراح نموذج يمكن استخدامه لكي يربط نظام (ERP) مع الأنظمة القديمة الموجودة مسبقاً. وفي إطار ذلك يحدد النموذج الخطوات اللازمة لعملية التكامل بين الأنظمة الموجودة مثل كيفية تحديد نقاط التكامل وأيضاً اختيار التقنيات المناسبة وغيرها من الخطوات. تم اختيار نظامين ومن ثم تم ربطهما باستخدام تقنية البنية الخدمية (SOA) وذلك لتحقيق من فعالية النموذج المقترح، نتيجة لتنفيذ النموذج، حصلنا على تكامل بين النظامين وتبادل المعلومات مع الأداء العالي باستخدام تقنية (RESFUL). أظهرت نتائج عملية تنفيذ النموذج معدل عالي في كل من قابلية التوسع والتوافق والأداء.
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Chapter One

Introduction
Chapter 1: Introduction

1.1 Overview

Enterprise resource planning (ERP) is a term denoting software that automates a broad range of activities that help a business manage its responsibilities [23]. Many enterprises acquire disparate systems and applications over the years. This application may be having a different architecture, run in different environment and built by different language. There is a lack of existing systems to provide some needs of workflow, the development of existing systems to meet the business requirements need high cost. Lack of information sharing between existing systems because the lack of connectivity between them so they need to implement (Erp) to achieve business requirements and needs quickly and efficiently. Integrating of(ERP) with other systems has attracted much attention in the enterprises and information system area.

Advantages of research provide proposal model to integration (ERP) with other systems already exist.

1.2 Problem Statement

The problems of this research are as follows:

- There is a Lack of information sharing between existing systems and (ERP) in the enterprises.
- Different systems and applications with different architecture, run in different environment and built by different language without connectivity (ERP) causes lack of information or integrated reports for the management and the decision makers.
- The change and develop existing systems to satisfy business processes Loss of effort time and money.
1.3 Significance

This Research help to Take the capabilities of Enterprise resource planning (ERP) with no cancellation of existing systems by provide a model to integration these systems with the (ERP).

Ease of linking different systems developed in different languages and working in different operating environment.

Ease of dealing with the Enterprise resource planning (ERP) and link with other systems. Save time and effort exerted in the development of systems and linking them. Include all systems that institutions and companies needs in to a unified program

1.4 Objectives

The aim of the work is the integration (ERP) with other systems to achieve the following objectives:
1. design a model to link the different system with the (ERP) system.
2. selection of appropriate method for integrating legacy systems with (ERP)
3. Avoid modification in legacy programs that cost money and effort.

1.5 Scope

In this research, the focus will be on building the proposed model for open ERP (Odoo ERP) and other systems based on java.

1.6 Thesis Layout

**Chapter One:** Contain introduction about the project, defining the problem, objectives, methodology and scope.

**Chapter Two:** Contain a Literature Review and related work.

**Chapter Three:** Contain the methodology and how we built the proposal model.

**Chapter Four:** Contain the implementation of proposal model and result.

**Chapter five:** is the conclusion and recommendations.
Chapter Two

Literature Review & Related Work
Chapter 2: Literature review

2.1. Introduction

In this chapter, relevant theoretical concepts, Literature Review and related work to the research problem will be presented.

2.2. Literature Review

2.2.1. Enterprise Recourse Planning - DEFINITION

An Enterprise resource planning system is a fully integrated business management system covering functional areas of an enterprise like Logistics, Production, Finance, Accounting and Human Resources. It organizes and integrates operation processes and information flows to make optimum use of resources such as men, material, money and machine [1].

Enterprise resource planning promises

- one database
- one application
- one user interface
- for the entire enterprise, where once disparate systems ruled manufacturing, distribution, finance and sales.

Other definition “Enterprise Resource Planning” is a term originally coined in 1990 by The Gartner Group to describe the next generation of Material Requirements Planning (MRP) software. The purpose was to integrate all facets of the business enterprise under one suite of software applications. The definition of ERP would be broadened to include almost any type of large integrated software package [2].

2.2.2. (ERP) Architectures

When talk about architecture of ERP it is also necessary to know how an ERP architecture works and how the system has been deployed in an organization. While the
servers may be centralized, the clients are usually spread to multiple locations throughout the enterprise, although ERP applications are most commonly deployed in a distributed and often widely dispersed manner. ERP software and the results are presented to the end user through some user interface. The architecture that supports the connection between the database, processing, and presentation is called Client/Server architecture. The two most commonly implemented architectures are outlined below [2].

2.2.3. Two-tier Implementations

In typical two-tier architecture, the server handles both application and database duties. The clients are responsible for presenting the data and passing user input back to the server. While there may be multiple servers and the clients may be distributed across several types of local and wide area links, this distribution of processing responsibilities remains the same. Figure [2.1] summarizes the two-tier architecture of ERP.

Figure 2. 1 two-tier ERP systems architecture [2].
In three-tier architectures, the database and application functions are separated. This is very typical of large production ERP deployments. In this scenario, satisfying client requests requires two or more network connections. Initially, the client establishes communications with the application server. The application server then creates a second connection to the database server.

Figure 2. 2 summarizes the 3-Tier architectures of ERP\(^2\).

### 2.2.4. Enterprise Recourse Planning Features (ERP)

Some of the major features of ERP and what ERP can do for the business system are:

- ERP provides multi-platform, multi-facility, multi-mode manufacturing, multi-currency, multi-lingual facilities.
- It supports strategic and business planning activities, operational planning and execution activities, creation of Materials and Resources.
• ERP covering all functional areas like manufacturing, selling and distribution, payables, receivables, inventory, accounts, human resources, purchases etc.
• ERP performs core activities and increases customer service, thereby augmenting the corporate image.
• ERP bridges the information gap across organizations.
• ERP provides complete integration of systems not only across departments but also across companies under the same management.
• ERP is the solution for better project management.
• ERP allows automatic introduction of the latest technologies like Electronic Fund Transfer (EFT), Electronic Data Interchange (EDI), Internet, Intranet, Video conferencing, E-Commerce etc.
• ERP eliminates most business problems like material shortages, productivity enhancements, customer service, cash management, inventory problems, quality problems, prompt delivery etc.
• ERP provides intelligent business tools like decision support system, Executive information system, Data mining and easy working systems to enable better decisions \(^2\).

2.2.5. Definition of Open Source

the open source definition of the Open Source Initiative (OSI) is used. According to OSI this means that software must comply to the following conditions (shorted):

1. Free redistribution, including selling or using as component without fee.

2. The Source code must be available in readable form.

3. Derived work must be allowed under the same license conditions.

4. Integrity of the author's source code (licenses may require that modifications are redistributed only as patches).
5. No discrimination against persons or groups.

6. No discrimination against fields of endeavor.

7. Distribution of license (license applies to all whom the program is redistributed to, closing up software is forbidden).

8. License must not be specific to a product.

9. License must not restrict other software.

10. Licence must be technology neutral.

Licenses that conform to the above definition can get certified by OSI and may use its certification mark.

The availability of the source code reduces investment risk as the development cannot be abandoned easily. Furthermore, you have the possibility to adapt the software to your needs [3].

2.2.6. Evolution Of Enterprise Resource Planning

The evolution of ERP systems closely followed the spectacular developments in the field of computer hardware and software systems. During 1960s most organizations designed, developed and implemented centralized computing systems, mostly automating their inventory control systems using inventory control packages (IC). These were legacy systems based on programming languages such as COBOL, ALGOL and FORTRAN. Material requirements planning (MRP) systems were developed in the 1970s which involved mainly planning the product or parts requirements according to the master production schedule. Following this route new software systems called manufacturing resources planning (MRP II) were introduced in the 1980s with an emphasis on optimizing manufacturing processes by synchronizing the materials with production requirements. MRP II included areas such as shop floor and distribution management, project management, finance, human resource and engineering. ERP systems first appeared in the
late 1980s and the beginning of the 1990s with the power of enterprise-wide inter-functional coordination and integration. Based on the technological foundations of MRP and MRP II, ERP systems integrate business processes including manufacturing, distribution, accounting, financial, human resource management, project management, inventory management, service and maintenance, and transportation, providing accessibility, visibility and consistency across the enterprise.

During the 1990s ERP vendors added more modules and functions as “add-ons” to the core modules giving birth to the “extended ERPs.” These ERP extensions include advanced planning and scheduling (APS), e-business solutions such as customer relationship management (CRM) and supply chain management (SCM). Figure 2.3 summarizes the historical events related with ERP [4].

<table>
<thead>
<tr>
<th>2000s</th>
<th>Extended ERP</th>
</tr>
</thead>
<tbody>
<tr>
<td>1990s</td>
<td>Enterprise Resource Planning (ERP)</td>
</tr>
<tr>
<td>1980s</td>
<td>Manufacturing Resources Planning (MRP II)</td>
</tr>
<tr>
<td>1970s</td>
<td>Material Requirements Planning (MRP)</td>
</tr>
<tr>
<td>1960s</td>
<td>Inventory Control Packages</td>
</tr>
</tbody>
</table>

Figure 2.3 summarizes the historical events related with enterprise resource planning (ERP) [4].

2.2.7. Open Source Software (ERP) Systems

An ERP is an integrated software package composed of a set of standard functional models including but not limited to: production, sales, human resources, and finance. OSS benefits are greater for ERP systems than for any other kind of applications due to increased adaptability, decreased reliance on a single supplier, and reduced costs. Full
access to the source code is of benefit when implementing an OSS ERP when the ERP system needs to be adapted to business processes and local regulations, and it reduces reliance on proprietary product builders and distributors. License and implementation costs for ERPs can be exorbitant. The cost of ERP implementations is estimated between one and six percent of a firm’s revenue and this has always been a major barrier to SME companies. OSS is thought to improve cost effectiveness, however that costs have a secondary role in the adoption decision making of open source ERPs in spite of the high level of attention the cost perspective receives[^4]. Despite the stated advantages of OSS, an apparent increase in the adoption rate of OSS ERP systems, and the high costs of proprietary ERP systems, the adoption of OSS applications has been relatively limited in general, with an even slower uptake in South Africa. Contrary to OSS ERP uptake, investment in proprietary ERP systems has continued strongly on the back of proven operational improvement and streamlined data and process flows[^4].

OSS ERP applications are different from other OSS applications. This leads to the question of whether the barriers to adopting Open Source Software Enterprise Resource Planning Systems are different from those that apply to OSS software in general. To a large extent, provided counter arguments for the OSS ERP benefits suggested by Serrano and Sarriegi in 2006[^5].

### 2.2.8. Enterprise Integration

As the demand for managing information has increased, researchers have focused their efforts on integrating business processes and data. The term enterprise integration (or system integration) reflects the capability to integrate a variety of different system functionalities.

### 2.2.9. Enterprise Application Integration

In the mid-1990s, a new approach to system integration known as Enterprise Application Integration—EAI—was introduced. The basic concept of EAI is mainly in its
externality of enterprise integration with lower costs and less programming using existing applications. EAI is a business computing term for plans, methods, and tools aimed at modernizing, consolidating, and coordinating the overall computer functionality in an enterprise. Typically, an enterprise has existing legacy applications and databases, and wants to continue to use them while adding or migrating to a new set of applications that exploit the Internet, e-commerce, extranet, and other new technologies. EAI may involve developing a totally new outlook of an enterprise’s business and its applications, determining how existing applications fit into the new view, and then devising ways to efficiently reuse what already exists while adding new applications and data.

Previously, integration of different systems required rewriting codes on source and target systems, which in turn, consumed much time and money. Unlike traditional integration, EAI uses special middleware that serves as a bridge between different applications for system integration. All applications can freely communicate with each other through a common interface layer rather than through point-to-point integration. Thus, EAI eliminates extensive programming. Figure 2.4 compares the EAI approach with traditional integration \[^6\].

![Figure 2.4 EAI Integration vs traditional Integration](image_url)

Figure 2. 4 EAI Integration vs traditional Integration \[^6\].
2.2.10. **Integration Standard**

Integration standard defines common languages, file formats and communication protocols that are essential for coexistence and interoperability of the different systems, enabling the connection of systems with different vendors and origins. The need of integration standards has increased due to the following aspects:

- Growing complexity of the integration technologies
- Decrease costs for IS integration
- The need to integrate either external or internal processes
- The need to integrate all applications in an organization
- Expose services outside an organization

In large organizations, many legacy systems, including proprietary systems exist. These systems complicate the integration process due to several reasons; the communication between these systems may be inadequate, different technologies are not compatible or many systems are characterized by a very traditional governance model.

The need of integration standard has increased as the executives realize the benefits as well as the need to perceive integration as a long-term strategy for an organization. Hence, in a study conducted by Delphi group, 31% perceived standards as very relevant since it can increase the value of current and future investment on IT \(^7\).

2.2.11. **Service Oriented Architecture (SOA)**

The basic idea of SOA is addressing systems as services and abstracts those services into single domains where they are formed into solutions. SOA can be described as “representing a set of design principles that enable units of functionality to be provided and consumed as services”. With a SOA, software and IT infrastructure can be designed to
allow applications and systems communicate and exchange data regardless of the operating systems or programming languages. The fundamental building block of SOA is a service. A SOA is composed by a set of services that communicates through a communication protocol. A service is a program that interacts through well-defined message-exchanges. An application’s functionality is exposed through a collection of services. Through a contract that defines their interchanges and a defined policy of how they should be exchanged, the services are interconnected. The services must be built to enable stability and availability, which can be achieved by using standards-based interfaces and well-defined messages.

The concept of SOA has captured interest by the emergence of web services and service-oriented computing. Loose coupling is the fundamental principle and the architectural concept associated with SOA, whereas the benefits with SOA can be described with the word agility. The idea of loosely coupled systems can result in loosely coupled business processes, as the business processes are not constrained by the underlying infrastructure. To achieve this, the interfaces associated with the services must remain stable and be able to re-configure to meet the ever-changing needs of the business.

The aim of SOA services is to design re-usability and interoperability between systems and platforms. In traditional systems that do not rely on services, the function that is provided by services need to be built into the systems. The issue with this is that the functions have to be coded or recoded every time it is needed. Consequently, different organizational units might need to build functionality from scratch, e.g. point-to-point integration need to be built, making the architecture fragmented since new integration is built for each case. However, a SOA could be a possible solution to overcome this kind of issue. A SOA can provide the mechanism whereby a function is written as a stand-alone service that is called when needed. Standardized protocols and formats are used to enable the interfaces to be loosely coupled to the system providing the service, meaning that the rest of the IT landscape is not affected when a change in a particular system is made.
Furthermore, SOA is an architectural philosophy that promises to help IT respond to market conditions in time and enable agile business processes through open, standards-based interoperability. However, describing SOA can be a challenge for organizations due to different business needs and strategies that affect the requirements and expectations of SOA. To ensure that SOA will provide a value, alignment of SOA with an organization’s business drivers are required. The organizational benefits are assumed that the organization has implemented a well-designed architecture. This is for many organizations difficult due to lack of experience and knowledge of how to do it or how to manage and control the processes. Some studies suggest that the first step should be to identify the critical business problems and challenges.

2.2.12. Application Programming Interface (API)

The term “API” can have different meanings depending on the context. There are APIs for applications, operating systems and the Web. Nowadays when API is mentioned, it is often referred to web APIs. In this report, it is referred to web APIs when talking about API, the definition of an API is as follows:

“An API defines the contract of a software component in terms of the protocol, data format, and the endpoint for two computer applications to communicate with each other over a network.”

Through APIs, services and assets are exposed and can easily be consumed by another application over the Web. When cloud computing emerged and cloud-based solutions and software were introduced to organizations and industries, APIs moved from being only used for social interaction to running real business and the need for APIs has ever since grown in a rapid pace. When applications want to use an API, the applications are dependent on a contract that defines the API. The contract describes how two applications communicate with each other.
2.2.13. **API-management**

API-management can be defined as:

“API-management is the process of publishing, documenting and overseeing APIs in a secure, scalable environment.”

For an organization that publishes an API, API management aims to monitor the interfaces’ lifecycle and ensure that the needs of the ones using the API are met. An API management platform provides with capabilities for an organization to successfully receive business insights, analyze, manage and protect APIs in a scalable environment.

2.2.14. **APIs vs. SOA**

There is a huge confusion regarding the difference between APIs and SOA. APIs can be considered as an evolution of SOA, advocating for a lot of the same concepts and principles of creating and exposing re-usable services. Figure 2.5 briefly presents the main differences between SOA and APIs. SOA has an extensive and well-defined description language and focuses on control while APIs focuses on easy consumption.

Compared to SOA, APIs are more open, developer centric, easier to consume and also supports human-readable formats, e.g. JSON. From a technical perspective, the major difference between SOA and APIs is the objective behind them. While SOA focuses on reusability, agility and helps in the pace of the delivery of a service, APIs helps in the pace of innovation of building applications rapid development, time-to-market and support for cloud-based solutions and services. A service, which is the fundamental building block of a SOA can be defined as the capability while APIs define how that capability can be repackaged, productized and shared in an easy consumable format. In that sense, APIs and services are complementary rather than contradictory. When applied together, the overall effectiveness of enterprise innovation can be dramatically increased.

Seen from governance perspective, SOA focuses on re-usability of enterprise services that enable integration within the enterprise. Access to the services is controlled
and only available for trusted and well-known partners, whereas APIs are open services for developers and can be accessed on the Web \[7\].

![API vs. SOA](image)

**Figure 2.** 5 API vs. SOA \[7\].

### 2.2.15. Web services

“A web service, in very broad terms, is a method of communication between two applications or electronic devices over the World Wide Web (WWW). “Word Wide Web Consortium defines web services as “a software system designed to support interoperable machine-to-machine interaction over a network. It has an interface described in a machine process able format. Other systems interact with the web service in a manner prescribed by its description using messages, typically conveyed using HTTP with an XML serialization in conjunction with other web-related standards.”

An API (web API) can be regarded as a subset of web services. It is a special kind of web service that uses different architectural patterns to communicate, compared to other web services.

### 2.3. Related work

#### 2.3.1. Integration of Distributed Enterprise Applications A Survey (Wu He, Li Da Xu 2014)

This paper examined the architectures and technologies for integrating distributed enterprise applications, illustrated their strengths and weaknesses.
The paper surveyed the current status of the integration of distributed enterprise applications and discussed the research directions. The publishers said as enterprises continue to add and/or deploy more applications, integrating distributed enterprise applications becomes inevitable for enterprises that need to achieve competitive advantages. The study said as industry enterprises are increasingly adopting multitier client/server, Internet and service-oriented architectures for their enterprise applications and industrial devices. So we have to address the need and requirement for interoperability in the industrial enterprise environment.

2.3.2. Using SOA with Web Services for effective data integration of Enterprise Pharmaceutical Information Systems (Kester, Ajibade 2013)

Study illustrates that the medicines exist for combating illnesses and drug stores provide an outlet for consumers to gain access to these drugs. However, due to various factors such as cost of production, accessibility and legal issues as well as distribution factors, availability of these drugs at any location cannot be guaranteed at all times. There is need for individuals and organizations such as hospitals to be able to locate required drugs within given geographical vicinity. This is of immense importance especially during emergencies, travel, and in cases where the drugs are uncommon. This research work is aimed at solving this problem by designing a system that integrates all drugstores. The integration of the drug stores will be based on SOA concepts with web services via a central service bus. The database systems of the drug stores will be integrated via a service bus such that drugs can easily be searched for and the results will be displayed based on its availability. Drugs can easily be searched for within geographically distributed pharmaceutical databases as well as consumption of drugs with relation to geographical locations can easily be monitored and tracked. This will make it easy for health institutions to research on drug consumption patterns across geographical areas and also control their usage.

Research concludes that with the proposed system, individuals as well as health institutions can now search for drugs from databases that have been web enabled and
have their services registered within the service repository which is discoverable via the service bus. Using SOA with web services makes it easy for heterogeneous database platforms to be integrated and interoperate. Services created can be reused in multiple and also new services and applications can be created quickly and easily used with a combination of new and old services [9].

2.3.3. Comparison of SOAP and REST Based Web Services Using Software Evaluation Metrics (Tihomirovs, Juris 2016)

Researcher said that the most common implementations are based on SOAP (Simple Object Access Protocol) and REST (Representational State Transfer Protocol) styles. Maintainability of REST and SOAP Web services has become an important issue as popularity of Web services is increasing. Choice of the right approach is not an easy decision since it is influenced by development requirements and maintenance considerations. The paper presents the comparison of SOAP and REST based Web services using software evaluation metrics. The paper contains a systematic literature review, where a conceptual comparison method is applied to compare the SOAP and REST approaches. Results do not clearly show which of the approaches should be selected to make integration among the systems. To select the right approach, functional and nonfunctional requirements should be analyzed before making the choice about SOAP or REST. For example, if the project is about to integrate two simple information systems, the right choice will be REST. However, if the systems are complex and they should have additional security levels, the right choice will be SOAP, which supports many different standards (for example WS-Security).

2.3.4. Integration of an ERP System a case study on integration challenges with Microsoft Dynamics AX (Xu, Annie 2017)

Researcher said that system integration of ERP and other existing IT systems within an organization has always been a complex challenge. To understand the challenges, a case study at Company X has been performed. The ERP system
investigated in the case study is Microsoft Dynamics AX. The purpose with this study is to investigate challenges that exist in large organizations during system integration of ERP system and other IT systems that exist in the organization and thereby understand how integration can be developed in a more efficient way. The study entails an extensive literature study and two rounds of data collection through qualitative interviews.

The results showed that the challenges that exist at Company X are mainly organizational. Technical challenges coexist but they have a much less significant impact than the organizational challenges. This can be explained by that there has been a heavier focus on solving the technical related problems and maybe to some extent neglected the impact organizational problems can have on system integration. Possible actions include central strategy concerning how to work with Dynamics AX, it’s growth and future initiatives, policies and framework regarding working methods, increased authority and decision rights to the group working with AX as well as minimize customizations and own development.

2.4. Conclusion

Using Service oriented architecture to integrate systems most focus on the core features which are depend on requirements. All of above study’s the most requirement where Scalability and performance.

2.5. Summary

This chapter addresses the definition of open source software concepts as well as the definition of ERP systems. It also discusses how to connect different systems with each other by collecting previous studies related to this matter.
Chapter Three

Methodology
Chapter 3: Methodology

3.1. Introduction

In this chapter, built a Proposed Model for integrated (Odoo ERP) with java-based application by selection the integration architecture and choose an integration method These methods are related to SOA concept.

3.2. Methodology

There’re Several studies discussed the integration of ERP systems with legacy systems exist. But a little research talk about ERP integration with a legacy system. Therefore, the research idea concerned about proposal model for the integrated ERP systems with other systems already exist.


to build the proposal model for the integrated ERP systems with other systems already exist we need the following steps. figure (3.1) show the steps that we need.

Figure 3. 1 show the steps that adopted for integration need
3.2.1. Identify the Systems to Be Integrated

System integration is the process of joining different subsystems into one large system and ensuring that each integrated subsystem functions as required. Commonly, new functionality must be integrated with existing applications, other packages and data sources without replacing legacy systems due to lack of time. The purpose of system integration is to build applications that are adaptable to business and technology changes while retaining legacy technology and systems. To achieve rapid response and protect existing investments, dealing with changes on the organizational level.

So, from this concept selected java-based application which contain information about people to integrated with CUSTMER module of (Odoo ERP). We want to integrate these two systems to build one system that can increase the connectivity between the two sides. We need that the module in Odoo ERP to post and get the data from java application (e.g. information ID, first name and last name) for the particular people in civilian application.

3.2.2. Selecting the Integration Architecture

There are several approaches or architecture for the enterprise application integration these approaches have a different concepts and technologies example of these concepts:

3.2.2.1. EAI

short for “enterprise application integration,” is a framework that makes use of software and computer systems to enable data integration across applications within a single organization, while also simplifying business processes among connected applications and data sources.

There are three main types of EAI:

1. The Presentation Integration Model
2. The Data Integration Model
3. The Functional Integration Model
The sharing of data and business processes between applications are its primary purposes. However, EAI also defines a set of principles for integration of multiple systems for communication architectures, such as message-oriented middleware (MOM). EAI serves as a system that can provide a business service to simplify information data between diverse applications, which makes it possible to easily integrate them when needed. This discipline of integrating applications and data within the enterprise has been a critical component of today's enterprise strategies. In fact, many vendors offer EAI suites that provide cross-platform, cross-language integration solutions.

In EAI there are two basic architectures to achieve the enterprise application integration, bus and hub/spoke architecture. Both of these can be used to develop services and then it also becomes service orientated architecture [12].

### 3.2.2.2. SOA

Service oriented architecture is an approach to have software resources in an enterprise available and discoverable on network as well-defined services. Each service would achieve a predefined business objective and perform discrete units of work. The services are independent and do not depend on the context or state of the other services. They work within distributed systems architecture. Earlier SOA used COM or ORB based on CORBA specifications and recent SOA stress on web services using standard description (WSDL), discovery (UDDI) and messaging (SOAP) [12].

### 3.2.2.3. ESB

which is the abbreviation for “enterprise service bus,” is a software architecture that provides integration of enterprise applications and services for complex architectures, such as middleware infrastructure platforms.

An ESB's primary function is to provide the connections between communicating applications - acting much like a router to control the data. It is commonly used in enterprise application integration (EAI) or service-oriented architecture (SOA) principles. The interaction and communication between components are across the bus, which has a
similar function as a physical computer bus to handle data transfer or message exchange between services without writing any actual code.

ESB as an infrastructure software service-oriented model works as a managed message system that provides routing, data transformation, translation upon a client’s request and event-interpretation. It is often needed to transform messages into a format that the application can interpret. ESB is also used to change data content or execute services via a rule engine.

At this study we chosen service-oriented architecture (SOA) to integration Odoo ERP with java base application and we chose methods related to SOA concept. Service oriented architecture may or may not use web services but yes web services provide a simple way towards service-oriented architecture.

3.2.3. Choose an integration method and technology

The task of choosing the right method of integration is predominantly an exercise in constraint-based modelling. It will vary depending on the business, and its current technological situation. The general guideline is to analyses each system and identify all potential interfaces into that application. Should the application not have any API; the backend data store represents the only option. In other cases, APIs and a CORBA infrastructure may exist so application-level integration can be employed. Having chosen the integration method, the next step is to “identify a common integration XML and JSON Schema in order to encompass all integration objects and their associated attributes”.

Study used the web service. A web service is a software component stored on one computer that can be accessed by an application (or other software component) on another computer over a network. Web services communicate using such technologies as XML, JSON and HTTP. The machine on which a web service resides is referred to as a web service host. The client application sends a request over a network to the web service host, which processes the request and returns a response over the network to the application.
This kind of distributed computing benefits systems in various ways. For example, an application without direct access to data on another system might be able to retrieve the data via a web service. Similarly, an application lacking the processing power to perform specific computations could use a web service to take advantage of another system’s superior resources. In Java, a web service is implemented as a class that resides on a server—it’s not part of the client application. Making a web service available to receive client requests is known as publishing a web service; using a web service from a client application is known as consuming a web service.

3.2.4. Design of the proposed model

The Odoo server also provides an external API, which is used by its web client and is also available for other client applications. Any programming language can be used, as long as it has support for XML-RPC or JSON-RPC protocols. As an example, the official documentation provides code samples for four popular programming languages: Python, PHP, Ruby, and Java.

![Diagram of Odoo ERP integration model]

Figure 3.2 Proposal Model of integration Odoo ERP with legacy Systems
3.2.4.1. Apply the Model on target Systems

The Ministry of the Interior Customs Authority has a great work in facilitating trade. It is necessary to provide the basic information for its customers to give them a customs clearance license. This basic information is mainly found in the Ministry of the Interior (Civil Registry Administration). Each of these parties has their own systems and the customer's information must be invoked from the database of the Civil Registry Program to confirm their authenticity and record them in the customer's information in the Customs Authority's program to give the customs clearance license.

So, we selected the Customs system as first system. On other side, we selected Civil system. We want to integrate these two systems to build one system that can increase the connectivity between the two sides and to achieve the Ministry's objective to exchange information between its bodies and public administrations and thus provide information to decision-makers.

We built web services to integrate the selected system at specific points. We built functions one of them especially for customs to get all information about the customer from civil database. The web service built based on java programing language, the customs system developed using Payson language and the civil system developed by java programing language. NetBeans IDE is a tool that we used to build the web services. Chapter four is going to discuss in more details Programming Languages, Technologies and Tools that will be used.

3.3. Summary

This chapter discussed the types of integration techniques and then chose one of them to construct the proposed models for the integration process as well as to address the design of the models.
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Chapter 4: Model Implementation

4.1. Introduction

In this chapter will explain the tools, programming languages and techniques we used to implement the proposed model and get the result.

4.2. Tools

4.2.1. NetBeans IDE

NetBeans IDE lets you quickly and easily develop Java desktop, mobile, and web applications, as well as HTML5 applications with HTML, JavaScript, and CSS. The IDE also provides a great set of tools for PHP and C/C++ developers. It is free and open source and has a large community of users and developers around the world.

The important benefits of NetBeans:

Best Support for Latest Java Technologies.
Fast & Smart Code Editing.
Easy & Efficient Project Management.
Rapid User Interface Development.
Write Bug Free Code.
Support for Multiple Languages.
Cross Platform Support.
Rich Set of Community Provided Plugins [16].

4.2.2. Notepad++

Notepad++ is a free (as in "free speech" and also as in "free beer") source code editor and Notepad replacement that supports several languages. Running in the MS Windows environment, its use is governed by GPL License. Notepad++ allows you to
author code in a variety of languages and supports various plug-in utilities. In addition, Notepad++ provides a few other niceties.

Based on the powerful editing component Scintilla, Notepad++ is written in C++, php and uses pure Win32 API and STL which ensures a higher execution speed and smaller program size. By optimizing as many routines as possible without losing user friendliness, Notepad++ is trying to reduce the world carbon dioxide emissions. When using less CPU power, the PC can throttle down and reduce power consumption, resulting in a greener environment. [17]

4.2.3. WampServer

WampServer This handy piece of software gives you Apache, MySQL, and PHP all in one handy, easy-to-install package, which is used to describe any Windows-based Web server setup that uses these three open-source technologies. WampServer is a web development environment. It allows you to create web applications with Apache2, PHP and a MySQL database. Alongside, PhpMyAdmin allows you to manage easily your databases. WampServer functionalities are very complete and easy to use so we won’t explain here how to use them.

- Manage your Apache and MySQL services.
- Switch online/offline (give access to everyone or only localhost).
- Install and switch Apache, MySQL and PHP releases.
- Manage your servers’ settings.
- Access your logs.
- Access your settings files.
- Create alias. [18]

4.2.4. Odoo ERP

Odoo is a suite of open source business apps that help in managing businesses and organizations. Formerly it was called Open ERP and was an enterprise resource planning (ERP) software that provided an accomplished, integrated ERP solution. Odoo aims at
conquering new territories and widening its functionality. Grow sales, run operations, organize marketing activities, boost productivity and empower human resources - all with Odoo. As well as Open ERP, Odoo is written in Python. It is easy and lightweight software that offers a fully integrated set of apps and takes care of everything from front to back end.

Odoo is a leading business application software editor. It includes 30 main applications supported by the editor and more than 3000 applications for various business areas. Odoo also provides an open source CMS, a fully-functional eCommerce and a Business Intelligence engine. It gathered all business needs from sales and accounting to manufacturing and recruitment in one place. No other software product has such a level of integration out-of-the-box. [19]

4.3. Programming Language and Technology

4.3.1. Web Services

To build the web service we have Select the programming language that will be used to build web service, Understand the two systems and identify the points of integration, Select the IDE based on language, Build the web service as server side using restful techniques and Use the web service interface that built in two systems to transfer the data.

4.3.1.1. Web Service Description Language (WSDL)

To consume a web service, a client must determine its functionality and how to use it. For this purpose, web services normally contain a service description. This is an XML document that conforms to the Web Service Description Language (WSDL)—an XML vocabulary that defines the methods a web service makes available and how clients interact with them. The WSDL document also specifies lower-level information that clients might need, such as the required formats for requests and responses.

WSDL documents help applications determine how to interact with the web services described in the documents. You do not need to understand WSDL to take advantage of it—the Glassfish application server generates a web service’s WSDL dynamically for you, and client tools can parse the WSDL to help create the client-side service endpoint interface.
class that a client uses to access the web service. Since Glassfish (and most other servers) generate the WSDL dynamically, clients always receive a deployed web service’s most up-to-date description. To access the Welcome SOAP web service, the client code will need the following WSDL URL. [20]

4.3.2. **Java 2 Platform, Standard Edition (J2SE)**

The Java 2 platform, standard edition, is fast, stable and secure for developing and deploying enterprise client-side applications and mission critical applications. The J2SE applications can run on a variety of desktop computers, servers, and other computing devices. The J2SE provides the basic capabilities to develop the enterprise web-based applications.

The important benefits of J2SE:

- so it reduces the development time. J2SE is a complete development platform, so it reduces the development cost.
- Object-oriented programming and design: to introduce the basic concepts and terminology of object technology in J2SE.
- Platform independence: because of the platform independence capability, J2SE reduces the development and maintenance costs. Easier to deliver and deploy applications across all targeted platform.
- Network-aware development and runtime platform: J2SE provides the mechanism to develop cost effective distributed internet applications.
- Central administration: J2SE provides a simple version control mechanism, which can be managed centrally.
- Rich and highly functional user interface components: J2SE provide a highly functional and interactive user interface, which results in improving developer's productivity.
- Database and Web Development: Accessing Databases with JDBC covers four ways using. Java Server Faces and Web services, creating and consuming based web. [21]
4.3.3. (JSON) & (XML)

JavaScript Object Notation (JSON) is an alternative to XML for representing data. JSON is a text-based data-interchange format used to represent objects in JavaScript as collections of name/value pairs represented as Strings. It’s commonly used in Ajax applications. JSON is a simple format that makes objects easy to read, create and parse and, because it’s much less verbose than XML, allows programs to transmit data efficiently across the Internet. Each JSON object is represented as a list of property names and values contained in curly braces.

The XML schema language is a standard for specifying the structure of XML documents. It uses the same syntax rules as regular XML documents, so that the same processors can be used on both. To distinguish the two types of documents, we will use the term XML instance document or XML document for a regular XML document, and XML schema document for a document that specifies an XML schema. The XML schema is based on the tree data model, with elements and attributes as the main structuring concepts. However, it borrows additional concepts from database and object models, such as keys, references, and identifiers. Here we describe the features of XML schema in a step-by-step manner.

There have been several proposals for XML query languages, and two query language standards have emerged. The first is XPath (expression generally returns a sequence of items that satisfy certain pattern as specified by the expression), which provides language constructs for specifying path expressions to identify certain nodes (elements) or attributes within an XML document that match specific patterns. The second is XQuery (permits the specification of more general queries on one or more XML documents), which is a more general query language. XQuery uses XPath expressions but has additional constructs. We give an overview of each of these languages in this section. [22]
4.4. Implementation

4.4.1. Identify the Systems to Be Integrated

As discussed in chapter three, the following figures illustrate the old model of customer data entry.

Figure 4. 1 represents the logo of the legacy customs system.

Figure 4. 2 represents the modules of the legacy customs system.

After logging in and choosing the company module, the following figures illustrate how the employees add the data about civil records to give customers a custom clearance license.
Figure 4. 3 represent the adding data manual in legacy system

4.4.1.1. **build services from the systems**

tow systems have been integrated together and services have been created as well. The tow systems are below:

4.4.1.1.1. **Civil Registry system**

Language used java, WampServer DBMS and notepad. Function which chosen from system to build the Services which are determine the Information about the person who wants to apply for a customs license.

All of these added as data to JSON file and XML file to integrate this using message passing interface.
Figure 4. 4 represent the information of people in json

```json
{"Pe": [{"id":1,"age":28,"name":"alsheikh","workplace":"custom"},{"id":2,"age":35,"name":"abass","workplace":"alribat university"},
{"id":7,"age":30,"name":"sabir","workplace":"alneleen university"},{"id":8,"age":47,"name":"mahdy"},
{"id":9,"age":15,"name":"ayman","workplace":"omdezman"},{"id":10,"age":23,
{"id":11,"age":20,"name":"morta","workplace":"sudan"},{"id":12,"age":20,"name":""}]
```

Figure 4. 5 represent the information of people in json

4.4.1.1.2. Customer registration system

Language used python, PostgreSQL DBMS and Odoo ERP IDE. Function which chosen to build the Services are: show all people, select people to verify their information from Civil Registry system and to post this information to the customer registration systems (Odoo ERP customer module).

All of these added as functions to XML (WSDL) file which its web service has created using restful by building a module in Odoo ERP to get and post these information Integration this using a method call by URL.

Services have built after analyze the systems well and consideration that it will be applied from restful. These services represent system results.
Figure 4. Information about web services and wsdl.
Figure 4. 7 logging of Odoo ERP

Figure 4. 8 modules of Odoo ERP

Figure 4. 9 the new modules of Odoo ERP to get information about customer

Figure 4. 10 represent the data after get from web service
4.4.2. Selection The Integration Architecture

As discussed in chapter three the integration architecture used SOA technology.

4.4.3. Integrate services with RESTFUL:

Representational State Transfer (REST) refers to an architectural style for implementing web services. Such web services are often called RESTful web services. Though REST itself is not a standard, RESTful web services are implemented using web standards. Each method in a RESTful web service is identified by a unique URL. Thus, when the server receives a request, it immediately knows what operation to perform. Such web services can be used in a program or directly from a web browser. The results of a particular operation may be cached locally by the browser when the service is invoked with a GET request. This can make subsequent requests for the same operation faster by loading the result directly from the browser’s cache. Amazon’s web services (aws.amazon.com) are RESTful, as are many others. RESTful web services are alternatives to those implemented with SOAP. Unlike SOAP-based web services, the request and response of REST services are not wrapped in envelopes. REST is also not limited to returning data in XML format. It can use a variety of formats, such as XML, JSON, HTML, plain text and media files.

4.5. Result

As a result of the implement of the model we obtained the integration of the two systems and the exchange of information with high performance using restful technology as the best technique for performance. After understanding and analysis of the two systems and knowledge of the aspects and requirements of the points of integration and then build the webservice will be introduced by restful technology (“If the project requires greater scalability, compatibility and performance, it is better to choose REST. REST implementation complexity, execution speed, consumed memory resources and performance were better compared to SOAP protocol. Thus, if the project requires a simple point-to-point integration or large-scale availability from the mobile devices, REST is the
right choice. Based on these reasons, the major Web service providers use exactly REST: Twitter, Yahoo, Flickr, del.icio.us, etc.”)[10]

The final version of the system after integration considered as case study to experiment of proposal model.

4.6. Summary

This chapter discussed the nature of the programs for integration. What also discussed the tools that helped the integration and the programming languages used and the result reached by the implementation of the proposed model
Chapter Five

Conclusions and Recommendations
Chapter 5

5.1. Conclusions

The result of this research is a proposal model dedicated to connectivity the Odoo EPR with java base application systems after being integrated by the SOA technique. The model includes a set of steps to selected a right choice technology based on the concepts of integration and SOA. The Webservice was used to exchange information between two systems after being identified by the model as implement to test the model

The final system as a result of the implement of the model we obtained the integration of the two systems and the exchange of information with high performance, scalability and compatibility using restful technology as the best technique for performance and avoid modification in current programs that cost money and effort. however, the limitation of the study that not use the API exist in ERP (XML-RPC and JSON-RPC) and the restful technology not good if the integration between two systems need more of security.

5.2. Recommendation

Finally, there are some recommendations as a complement to this Study:

- Use the external API for Odoo ERP (RPC-XML& RPC-JS) to build the web service and compare the result.
- If the project requires security and reliability, easier maintainability on the client side, as well as a lower number of possible errors, SOAP is a better choice to build the web service.
- Apply the model in different ERP and systems to see if it suits them too.
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